*第八章 自制容器——结构体和枚举*

第一节：结构体的使用

第二节：typedef运算符

第三节：结构体与数组

第四节：结构体与函数

第五节：枚举类型

第六节：联合体

第七节：结构体与链表

前面的章节中，我们曾编写过一个猜拳的游戏，我们用了很多个变量来分别表示玩家的各个属性（剩余金钱、赌注等）。各个变量并非完全独立，它们彼此存在某种内在联系，而这样用一个个独立的变量来表示这些属性显然不利于开发和维护，那么，有没有办法让这些数据成为一个有机的整体呢？答案是肯定的，方法就是本章要讲到的结构体。

8.1结构体的使用

假设现在我们要编写一个程序来处理学生信息，一个学生通常有姓名、性别、年龄、学号、专业等信息，我们很容易想到的办法是使用字符数组表示姓名、性别、学号和专业；用整数来表示年龄。这样的话，表示一个同学的信息就需要同时使用4个不同的标识符。如果需要处理很多同学的信息，就必须采用数组，这样我们就需要维护4个数组，其中3个是二维字符数组，同时维护多个数组本身就是很麻烦的事，如果其中还有二维数组，难度就会变得更高。

采用结构体（**struct**）就能让事情变得简单，借助结构体，我们不仅不需要处理二维数组，甚至不需要处理多个数组，用一个数组就能表示所有的学生的信息。

那么，结构体到底怎么使用呢？

事实上，结构体是一种自定义的数据类型，声明结构体的语法格式如下：

struct 标识符

{

数据类型1 成员1;

数据类型2 成员2;

…

数据类型n 成员 n;

};

在声明一个结构体之后，它就可以当成一种数据类型来使用了，就像int、char等基本数据类型一样。需要注意的是，结构体的声明只是声明了一种数据类型，而没有声明一个变量。当然，别忘了最后的分号。

我们通过一个程序来演示结构体的声明和使用。

1. #include <stdio.h>
2. struct student
3. {
4. char name[20];
5. char gender[5];
6. char ID[15];
7. char major[20];
8. int age;
9. }; //声明了student结构体，但并没有声明相应的变量，student结构体本身不占内存
10. int main()
11. {
12. struct player
13. {
14. int money;
15. }; //在函数中声明的结构体，只在函数内有效，参考局部变量
16. struct student stu1, sut2; //struct student的两个变量，需要占用内存
17. struct player pla;
18. printf("结构体的声明成功\n");
19. getchar();
20. return 0;
21. }

程序8-1-1

程序8-1-1中，我们声明了两个结构体，struct student和struct player，其中struct studen声明在主函数前，而struct player则声明在主函数中。当前源文件中的所有函数都能定义struct student的变量，而只有主函数中（struct player的声明之后）能定义struct player的变量。

需要注意的是，第2到9行只是声明了struct student，而没有创建相关的变量，因此这样做是不消耗内存的。而之后我们声明了相应的变量stu1和stu2，这下stu1和stu2就分别需要占用内存了。

说到内存占用，每个结构体的变量应该占用多少内存呢？是每个成员的大小相加，还是其它，我们可以通过一个程序来观察一下。

1. #include <stdio.h>
2. struct type1
3. {
4. char name[20];
5. char ID[15];
6. };
7. struct type2
8. {
9. char name;
10. int age;
11. };
12. struct type3
13. {
14. char name[3];
15. int age;
16. char ID;
17. };
18. int main()
19. {
20. printf("struct type1的变量占用的内存是：%d\n",sizeof(struct type1));
21. printf("struct type2的变量占用的内存是：%d\n", sizeof(struct type2));
22. printf("struct type3的变量占用的内存是：%d\n", sizeof(struct type3));
23. getchar();
24. return 0;
25. }

程序8-1-2

程序的运行结果如下：

struct type1的变量占用的内存是：35

struct type2的变量占用的内存是：8

struct type3的变量占用的内存是：12

可以看到，struct type1的大小就等于它的成员大小之和，而struct type2和struct type3则不一样。那么这究竟是怎么呢？

事实上，结构体的大小和构成它的最大的基本数据类型有关，就程序8-1-2而言，构成type1的最大基本数据类型是char，char的大小是1，因为type1的每个成员占用的空间都应该是char的整数倍，所以最终的大小就是35.

而对于type2来说，最大成员是int，所以每个成员都应该占用sizeof(int)（4）的整数倍的空间，因此即使name是char类型的变量，它也需要占用4个字节的空间，因此总的空间就是8了。

至于type3，也是类似的分析方法，name、age、ID分别占用4个字节，总共就是12字节。

有的读者可能会有疑问，如果这样的话，那么以下的结构体不是会浪费很多空间吗：

struct type

{

char x1;

char x2;

…

char x10;  
 int t;

};

如果每个char都按4个字节来算，那么整个结构体就是44个字节，而其中有效的仅有14个字节，浪费了很多空间。

事实上，这种写法的结构体占用的空间只有16个字节。那么这到底怎么回事呢？其实，x1到x10这10个char型数据是连续声明的，因此它会被看作一个char [10]的数组。注意到一个细节，我们在用文字描述一个学生的信息的时候，顺序是：姓名、性别、年龄、学号、专业，而在结构体中，年龄作为唯一的int型数据，我们却故意把它写到了最后。这样做能尽可能地节约空间，所有的char型数据占用的空间的总的大小为60，正好是4的倍数，所以不再浪费多余的空间，加上age的大小，一共就是64。而如果我们按照顺序把age的声明放在最中间，那么结构体的大小就会变成68，因为这时候name和gender会占用28个字节，ID和major又会占用36个字节，总共算下来就多出了4个字节。因此一定要养成好习惯，相同的数据类型写到一起（或者说把占用空间较小的写在一起）。当然，结构体的大小和编译器本身是有关系的，而即使是同一个编译器，我们也可以通过一些预编译指令来修改这个规则，以上的规则仅适用于通常情况。

说了这么多细节上的问题，接下来我们说一说结构体的访问问题。我们已经知道，一个结构体变量中，包含有若干个成员，那么到底应该怎样访问这些成员？答案是.运算符，它被称为取成员运算符，作用就是得到结构体变量的某个成员。

以程序8-1-1为例，struct student的变量stu1和stu2都拥有name、ID等成员，那么访问stu1的name成员的方式就是stu1.name，stu2的name则是stu2.name。

接下来我们用一个程序演示这种操作。

1. #include <stdio.h>
2. struct student
3. {
4. char name[15];
5. int age;
6. };
7. int main()
8. {
9. struct student t;
10. printf("请输入一个学生的姓名和年龄：\n");
11. scanf("%s%d",t.name,&t.age);
12. printf("学生的姓名是：%s，年龄是：%d\n",t.name,t.age);
13. rewind(stdin);
14. getchar();
15. return 0;
16. }

程序8-1-3

程序的某次运行结果如下：

请输入一个学生的姓名和年龄：

**余悦 19**

学生的姓名是：余悦，年龄是：19

为了简化程序，我们省去了不必要的多余的操作，因此只保留了两个成员，name和age。可以看到，由于name本身是一个字符数组名，所以我们用.运算符把它从t中提取出来后，可以直接使用它来输入字符串，同样地，age作为int型的数据，我们可以用&来取它的地址，&和.都是运算符，只是.的优先级更高，所以&t.age等价于&(t.age)（优先级请参考附录）。

需要注意的是，上面的输入名字和年龄的方式是不对数据的合法性加以检查的方式，这样做有潜在的危险，如果如果读者想要对数据的合法性加以检查，可以使用前面章节中编写的getNum和getStr函数。

结构体变量的成员访问没有什么太大的难度，把它们当成普通的变量即可。

前面在说结构体的声明方式的时候，格式是：数据类型n 成员n。数据类型没有规定一定要是基本数据类型，事实上，完全可以是结构体。用一个结构体的变量作为另一个结构体的成员的方式称为结构体的嵌套。

显然，带有嵌套的结构体的声明很简单，读者不难想到具体的形式。问题是嵌套的结构体的大小以及访问方式。

假设我们要编写一个struct student，其中有一项是生日，我们知道生日需要用年月日3个变量来限定，而年月日正好又可以看成一个结构体——struct date。接下来编写对应的程序，来解决之前的疑问。

1. #include <stdio.h>
2. struct date
3. {
4. int year;
5. int month;
6. int day;
7. };
8. struct student
9. {
10. char name[15];
11. struct date birthday;
12. };
13. int main()
14. {
15. struct student t;
16. printf("struct student的大小是：%d\n",sizeof(struct student));
17. printf("请输入一个学生的姓名和生日（年、月、日）：\n");
18. scanf("%s%d%d%d"
19. ,t.name,&t.birthday.year, &t.birthday.month, &t.birthday.day);
20. printf("学生的姓名是：%s，生日是：%d年%d月%d日\n"
21. ,t.name,t.birthday.year,t.birthday.month,t.birthday.day);
22. rewind(stdin);
23. getchar();
24. return 0;
25. }

程序8-1-4

程序的某次运行结果如下：

struct student的大小是：28

请输入一个学生的姓名和生日（年、月、日）：

**余悦 1996 7 1**

学生的姓名是：余悦，生日是：1996年7月1日

首先，从第一行的运行结果来看，struct student的大小并不是struct date的大小（16）的整数倍，而是所有struct student的成员和所有struct date的成员中的最大的基本数据类型的大小的整数倍，而最大的是int，所以最终的结果也就是28了。

而访问方式也很简单了，逐层地用.来提取，我们知道.的结合性是从左到右的，所以解析顺序也是从左到右，这样最终就能提取出birthday中的各个成员。

任何变量都应该能初始化和赋值，结构体变量也不例外。结构体的初始化方式有两种，一种是用其它相同类型的结构体变量来初始化，另一种是用成员的集合列表来依次初始化。至于赋值运算，一个结构体变量可以直接赋值给另外一个相同类型的结构体变量。我们通过几个程序来演示这些操作。

1. #include <stdio.h>
2. struct date
3. {
4. int year;
5. int month;
6. int day;
7. };
8. int main()
9. {
10. struct date d = {2015,12,30};
11. struct date t = d;
12. printf("d的各个成员：%d %d %d\n",d.year,d.month,d.day);
13. printf("t的各个成员：%d %d %d\n", t.year, t.month, t.day);
14. rewind(stdin);
15. getchar();
16. return 0;
17. }

程序8-1-5

程序的运行结果如下：

d的各个成员：2015 12 30

t的各个成员：2015 12 30

程序8-1-5展示了两种结构体变量的初始化方式，也是两种比较常用的方式，不过在有些时候，这样却是不合理的，至于怎么不合理，在说完了结构体的赋值之后，我们会有所讲解。

就像初始化一样，我们可以直接用一个结构体变量赋值给另外一个相同类型的结构体变量，但是我们不能用列表来为一个结构体赋值，即：

struct date d,t={2015,12,30};

d=t;//正确

d={2015,12,30};//错误

此外，如果结构体中还有嵌套，那么初始化的时候，在列表内再加一个列表即可（也可以不用），类似于二维数组。

1. #include <stdio.h>
2. struct date
3. {
4. int year;
5. int month;
6. int day;
7. };
8. struct student
9. {
10. char name[20];
11. struct date birthday;
12. };
13. int main()
14. {
15. struct student t = { "余悦",{1996,7,1} };
16. struct student s = { "余悦", 1996,7,1 };
17. printf("t中的数据：%s %d %d %d\n"
18. ,t.name,t.birthday.year,t.birthday.month,t.birthday.day);
19. printf("d中的数据：%s %d %d %d\n"
20. , s.name, s.birthday.year, s.birthday.month, s.birthday.day);
21. rewind(stdin);
22. getchar();
23. return 0;
24. }

程序8-1-6

程序的运行结果如下：

t中的数据：余悦 1996 7 1

d中的数据：余悦 1996 7 1

从程序8-1-6中可以看出，我们可以加上嵌套的列表，也可以不加，因为储存空间在内存上是连续的，这一点和二维数组的初始化的原理是相同的。

接下来我们要说的就是为什么有的时候直接用一个结构体赋值给另外一个结构体会出现问题。

很明显结构体的成员中可以有指针，而前面第7章我们说过，指针可以用来申请动态内存，而动态内存需要程序员手动分配和释放。假设有这样一个结构体：

struct t

{

int \*p;

};

如果我们创建了一个struct t的变量q，并且为q.p分配了内存，那么我们肯定会采取一定措施在q不再使用时候释放掉q.p指向的空间。而如果我们同时也创建了一个struct t的变量m，并且把q直接赋值给m，那么m.p和q.p就指向同一片内存空间了，这样就会导致问题的发生，如果q不再使用，那么q.p会被释放，这时候m.p依然指向原来的位置，实际上m.p就已经成了迷途指针了，反过来也是一样的。同时，m不再使用时，我们也会尝试释放m.p的空间，而第7章我们研究过，由于m.p前16个字节的保存信息的区域已经被“抹除”，这时候再释放m.p就会出问题了。

1. #include <stdio.h>
2. #include <stdlib.h>
3. struct t
4. {
5. int \*p;
6. };
7. int main()
8. {
9. struct t q,m;
10. q.p = malloc(10 \* sizeof(int));
11. m = q;
12. printf("q.p的值：%p,m.p的值：%p\n",q.p,m.p);
13. q.p[0] = 10;
14. printf("q.p[0]的值：%d,m.p[0]的值：%d\n", q.p[0], m.p[0]);
15. free(q.p);
16. printf("释放q.p之后，m.p的值：%p\n",m.p);
17. rewind(stdin);
18. getchar();
19. return 0;
20. }

程序8-1-7

程序的某次运行结果如下：

q.p的值：0064A608,m.p的值：0064A608

q.p[0]的值：10,m.p[0]的值：10

释放q.p之后，m.p的值：0064A608

从这个运行结果可以看出，我们之前说的威胁都是真是存在的，而且还有一点就是，虽然表面上看起来，q和m分别拥有一个独立的成员p，而事实上q.p和m.p也确实是独立的，但是由于p的特殊性，所以我们实际上想访问的是p的目标而不是p本身，这样就会造成一个问题，那就是q和m“共享”一个成员，这显然是和我们的预期不符的。所以，针对成员有指针的情况，我们就应该分别为每个成员赋值，或者在直接赋值之后，再重新修改每个指针成员的值。

**小提示**

为或含有指针成员的结构体赋值（拷贝）的时候，通常都会有两种处理方式，分别称为浅拷贝和深拷贝，所谓浅拷贝，就是指用赋值运算符直接赋值，或者逐个复制成员，而不管成员是否为指针。而深拷贝则需要针对某些指针成员做更多的操作，比如重新分配内存等。

在面向对象的编程中，有一种和结构体很类似的东西，叫做类（**class**），而类有这么三个术语：声明、定义、实例化。所谓声明，就像函数声明一样，比如struct t;就声明了一个结构体struct t，这时候还不知道它有什么成员。而像本章之前的程序都列出所有的成员，我们虽然称其为声明，但是实际上已经是定义了，声明和定义被放在了一起。而所谓实例化，就类似于声明结构体变量。C语言中没有实例化这个词，但是由于声明结构体变量的方式实在和实例化太像了，本质也是相同的，所以后面的内容中我们把声明结构体变量称为实例化，而每个结构体变量我们称为实例变量。

接下来我们要说的就是前面5.6节曾经提到过的，重复包含头文件的危害。结构体的声明（也就是定义），通常我们会把它放在头文件里面，这样几个不同的源文件就能通过包含同一个头文件来使用同一个结构体了。

而我们说，C语言中的一切，声明可以声明很多次，但是定义只能有一次，也就是说，如果我们在某个头文件中定义了一个结构体，那么任何一个源文件都只能包含一次这个头文件，否则就会出现重定义的情况，要识别一个头文件是否被包含了两次看起来似乎很简单。可是，有时候，事情不总是那么简单，假设有a.h和b.h，里面分别定义了一些结构体，而b.h由于某种需要，包含了a.h，这时候，如果我们试图在一个源文件中同时包含a.h和b.h，那么这个a.h就相当于被包含了两次，a.h中的结构体就重定义了。

那么，怎样可以防止头文件被重复包含呢？通常情况下，我们需要自己动手写一些代码来实现这个功能，而Visual Studio 2015作为一款非常人性化的编译器，每当我们创建一个头文件的时候，它就会自动在头文件的第一行写上这句代码：#pragma once，我们说过，这是一个预编译指令，它的存在让该头文件只会被编译一次，所以不管我们怎么包含都不会出错了。

而我们自己手动写代码的话，有两种情况，第一种情况，如果我们使用的是微软的其它C/C++编译器，那么我们可以直接在头文件前面加上#pragma once（只有微软的C/C++支持这种写法，目前为止只有Visual Studio 2015会自动添加这行代码）。

还有一种通用的情况，利用预编译指令来实现。

1. #ifndef STUDENT
2. #define STUDENT
3. struct student
4. {
5. char name[20];
6. };
7. #endif

程序8-1-8 student.h

程序8-1-8中，我们定义了一个struct student结构体，并且添加了一些预编译指令。那么，为什么说这些指令就能实现防止重复包含呢？

首先，第1行的#ifndef和最后一行的#endif是配套的，有#ifndef或者有#if就必须要#endif（详情参考第10章），#ifndef的解释就是“如果没有定义某某宏”。如果#ifndef后面的条件成立，那么编译器将会编译#ifndef和#endif之间的代码，否则就不会编译。首先，假设我们在某个源文件里写了两次#include “student.h”，那么第一次包含的时候，编译器会判断是否已经定义了STUDENT这个宏，如果没有（通常情况下是不会有的，除非用户在#include 语句之间定义过），则编译第2到第8行的内容。第2行直接定义了一个STUDENT宏，需要注意的是，定义宏的时候可以不用定义具体的内容，即不一定非要写成#define NUM 10这样的形式，不用NUM后面的数字，也能成功定义NUM宏。之所以要定义STUDENT宏，就是为了防止重复包含，这个我们马上就会说到。在定义完STUDENT后，编译器又会编译struct student的定义。而第二次包含student.h的时候，由于STUDENT宏已经在之前一次编译的时候定义了，所以#ifndef STUDENT的条件不满足，所以第2到第8行的代码也就不会被编译了，间接地起到了防止重复包含的作用，进而防止了struct student的重定义。

防止重复包含的这两种方法其实各有各的好处，通过宏来判断的方式具有很高的可移植性，这样的代码不仅可以在非微软编译器下通过编译，更可以移植到其它系统（如果头文件中没有包含Windows系统的“特色内容”的话）。但是#pragma once也并非一无是处，首先，它的意思是，当前头文件只会被打开一次，而通过宏来判断的方式每次都会打开头文件来检查，因此前者的速度更快。再有就是#pragma once是绝对安全的，而形如#ifndef STUDENT这样的语句会使用到STUDENT这个宏，而我们不能保证用户100%不会自定义一个这样的宏。虽然第二种方法是通用的方法，但是如果保证某个头文件只会在MSVC（**Microsoft Visual C++**编译器，即VS系列）下使用，那么使用第一种情况也是合理的。

8.2 typedef运算符

尽管很多人都把C++称为C语言的加强版，但是我们已经多次强调这是两种不同的语言，前面的部分中，我们也给出了很多C++不兼容C的例子（如函数指针和malloc）。

而事实上，就连结构体，C和C++中也是不同的。主要有这样几点：第一，C++中的结构体可以直接用花括号加成员列表的方式来赋值；第二，C++中声明结构体变量的时候，可以直接用结构体名，而不用加上struct；第三，C++中的结构体不仅可以有数据作为成员，甚至还可以有函数作为成员。当然，最根本的不同在于第3点，C++是一门面向对象的语言，而我们说过，面向对象本身是在结构体的基础上发展而来的，C++则干脆把结构体也改造成了对象，这样做的确带来了很大的方便。

我们要说的重点是，难道每次声明结构体的实例变量的时候，都要用这种形式吗：struct student t;？可不可以像C++里面那样省掉struct，少做一点无意义的工作呢？答案是可以的，问题的关键就在于typedef运算符。

那么，typedef到底有什么用呢？它的作用就是给一个已有的变量类型起一个“别名”，然后我们就能通过这个别名来创建对应的类型了。

typedef int State;

State x; //State x等价于int x

如果我们在声明一个结构体struct student之后，写上这样一句代码：typdef struct student student，这样我们就能直接使用student代替struct student了。

1. #include <stdio.h>
2. struct student
3. {
4. char name[20];
5. };
6. typedef struct student student;
7. int main()
8. {
9. struct student stu1;
10. student stu2;
11. printf("stu1的大小：%d，stu2的大小：%d\n",sizeof(stu1),sizeof(stu2));
12. getchar();
13. return 0;
14. }
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程序的运行结果如下：

stu1的大小：20，stu2的大小：20

可以看出，使用typedef之后，我们用struct student和用student都能正确地声明struct student的实例变量。

事实上，上面的写法可以替换成下面的写法：

typedef struct

{

char name[20];

}student;

或者

typedef struct student

{

char name[20];

}student;

可以看到，这两种写法中，有一种是没有结构体名的。

在声明结构体的时候使用typedef可以让代码更简短，但是由于我们会把结构体的声明写在头文件中，所以这样的typedef会使“别名”在所有直接或间接包含该头文件的源文件中生效，可能会造成命名冲突，因此两种写法不存在谁好谁坏。

我们说，typedef除了可以给结构体起别名，还可以用于基本数据类型，对于基本数据类型而言，使用typedef有什么用呢？

假设我们编写了这样一个函数：

void sort(int \*num,int size)

{

…//函数内容

}

这个函数的作用是为一个int型数组排序，可以想象，这个函数的作用很小，因为它只能用于对int型数组排序，如果我们想要排序double类型的，就不得不按照相同的框架重新编写代码，即使通过复制粘贴的办法，我们也得依次修改很多地方。即使排序double型数组的函数与排序int型数组的函数是如此相似，但我们却没法直接把现成的代码利用起来。

而如果我们换种方法来写：

typedef int element;

void sort(element \*num,int size)

{

…//函数内容

}

这样，当我们需要排序double型数据的时候，直接复制已经写好的代码，然后将int改成double即可。这一点类似于用#define来定义常量。

说到#define，有的读者可能会问，我们可不可以编写这样的语句来达到起别名的效果呢: #define student struct student？答案当然是可以的，只不过如果我们这样做了的话，就不能再使用struct student了，因为#define只是简单的文本替换，它会把所有的student都替换成struct student（当然，我们也可以改写成#define stu struct student来避免这种情况）。需要注意的是，typedef和#define有深层次的区别，typedef发生在编译阶段，而#define则发生在预编译阶段，使用typedef的时候，student和struct student不会冲突，而使用#define则会。

我们再来看一个程序，进一步理解两者的不同。

1. #include <stdio.h>
2. #define type double \*
3. int main()
4. {
5. type a, b;
6. printf("a的大小：%d，b的大小：%d\n",sizeof(a),sizeof(b));
7. getchar();
8. return 0;
9. }

1. getchar();
2. return 0;
3. }
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程序的运行结果如下（程序为x86）：

a的大小：4，b的大小：8

c的大小：4，d的大小：4

可以看到，我们用type1来声明了两个变量a和b，但是a和b的大小却不一样，这说明了a和b的类型是不同的，那么为什么会出现这种情况？原来，type1 a,b;在预编译阶段会被解析成double \*a,b;，这样，a就是double \*类型，而b则是double类型。至于type2，由于typedef发生在编译阶段，所以type2变成了一个新的数据类型，这个数据类型就是double \*，因此c和d就都是double \*类型的了。

8.3 结构体与数组

我们知道，不仅基本数据类型可以有数组，指针类型也可以有（指针数组），而结构体作为一种数据类型，同样可以有数组。

结构体数组的声明方式和普通的数组很类似：

结构体名 标识符[表达式];

其中，表达式可以含有变量（虽然很多编译器不支持，但是C99标准明确规定含有变量是合法的）。

我们说过，在声明结构体的同时，可以用typedef来为它起别名，事实上，声明结构体的时候，同样可以将它实例化（实例化为单个实例变量或一个数组）。

1. #include <stdio.h>
2. #define NUM 3
3. struct
4. {
5. char name[20];
6. int age;
7. }stu[NUM];
8. int main()
9. {
10. for (int i = 0; i < NUM; i++)
11. {
12. printf("stu[%d]的地址：%p\n",i,&stu[i]);
13. }
14. getchar();
15. return 0;
16. }
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程序的某次运行结果如下：

stu[0]的地址：008C94E0

stu[1]的地址：008C94F8

stu[2]的地址：008C9510

可以看到，我们没有给结构体专门命名，虽然这种做法欠妥，但是如果我们只需要一个该结构体的数组即可，不需要以后再实例化，那么这样做也是可行的，因为这样能省下一个标识符。

不难算出，该结构体的大小是24，而我们观察数组中的3个变量的地址，正好彼此间相差24个字节（如008C94F8=008C94E0+16+8=008C94F0+8）。事实上，程序8-3-1那样的声明结构体数组的方式很少用。

结构体数组的初始化和普通的数组很类似。

1. #include <stdio.h>
2. #define NUM 3
3. typedef struct
4. {
5. char name[20];
6. int age;
7. }student;
8. int main()
9. {
10. student stu1[NUM] = {"张三",20,"李四",19};
11. student stu2[NUM] = { {"张三"},{"李四",19 } };
12. for (int i = 0; i < NUM; i++)
13. {
14. printf("stu1[%d]：%s,%d\n",i,stu1[i].name,stu1[i].age);
15. printf("stu2[%d]：%s,%d\n", i, stu2[i].name, stu2[i].age);
16. }
17. getchar();
18. return 0;
19. }
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程序的运行结果如下：

stu1[0]：张三,20

stu2[0]：张三,0

stu1[1]：李四,19

stu2[1]：李四,19

stu1[2]：,0

stu2[2]：,0

可以看到，我们声明了两个结构体数组，stu1和stu2，并且使用了不同的方式来初始化它们，第一种方式是按顺序初始化，即忽略stu[0]和stu[1]是两个不同的实例变量，而是利用了它们的在储存空间上紧邻的这一特性。而第二种初始化方式则用花括号来隔开了各个元素，同时我们在初始化stu2[0]的时候少初始化了一个元素，程序便自动为我们初始化为0。同时,stu1[2]和stu2[2]没有我们显示地初始化，所以程序自动将它们初始化为0。

说到数组，我们就不得不说指针，结构体指针和其它的指针拥有类似的操作方式。同时，当我们通过一个指针来操作一个实例变量的成员的时候，不必采用这种方式：(\*p).member，我们可以使用另外一个运算符：->，如p->member就等价于(\*p).member。取值运算符\*的优先级低于.，所以我们需要加上括号。

1. #include <stdio.h>
2. #define NUM 3
3. typedef struct
4. {
5. int age;
6. }type;
7. int main()
8. {
9. type data[NUM];
10. type \*p = data,\*q=&data[0];
11. p[0].age = 10;
12. printf("data[0].age的值：%d\n",p[0].age);
13. q->age = 11;
14. printf("data[0].age的值：%d\n", q->age);
15. getchar();
16. return 0;
17. }
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程序的运行结果如下：

data[0].age的值：10

data[0].age的值：11

程序8-3-3中，我们声明了一个结构体数组，然后声明了两个结构体指针p和q，其中p指向整个数组，而q则指向数组中的第一个元素，第7章曾经探讨过，两种方式都是合理的。接下来我们分别通过p和q来访问了数组中的元素，p采用的是解除引用的方式（p[0]等价于\*(p+0)），而q则使用的是->运算符。从运行结果可以看出，两种方式都能正常发挥作用。

8.4 结构体与函数

前面的章节中介绍了这么多“xxx与函数”，所以读者肯定应该知道本节的内容有这些：结构体作为函数参数、结构体作为函数返回值、结构体数组作为函数参数、结构体数组作为函数返回值（实际上是结构体指针）。

首先我们来看一看最简单的，结构体作为函数参数，事实上，结构体作为函数参数和基本数据类型作为函数参数并没有本质区别，事实上，它甚至比指针作为函数参数还容易理解。形参是实参的拷贝，对形参的操作同样影响不了实参。

1. #include <stdio.h>
2. typedef struct
3. {
4. char name[20];
5. int age;
6. }student;
7. void fun(student);
8. int main()
9. {
10. student stu = {"余悦",19};
11. printf("stu的信息：姓名：%s，年龄：%d\n",stu.name,stu.age);
12. fun(stu);
13. printf("stu的信息：姓名：%s，年龄：%d\n", stu.name, stu.age);
14. getchar();
15. return 0;
16. }
17. void fun(student stu)
18. {
19. printf("stu的信息：姓名：%s，年龄：%d\n", stu.name, stu.age);
20. stu.age++;
21. }
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程序运行结果如下：

stu的信息：姓名：余悦，年龄：19

stu的信息：姓名：余悦，年龄：19

stu的信息：姓名：余悦，年龄：19

首先，我们可以看出，fun中的stu的值main中的stu完全一样，同时我们在fun中改变了stu的成员的值之后，主函数中不受任何影响，这说明两个stu是独立的。

通过程序8-4-1，我们可以看出，结构体变量作为函数参数和基本数据类型作为函数参数没有本质区别。

接下来要说的是返回结构体的函数，也就是结构体作为函数返回值。我们曾说过，结构体的成员中可以有指针，而指针又可能与动态内存有关，这样，每个结构体在初始化的时候可能需要相当多的步骤，而如果我们用一个函数来完成这些初始化的工作，就能有效地减少重复的操作，减少代码量。

1. #include <stdio.h>
2. #include <stdlib.h>
3. #include <string.h> //实际上这里面已经包含了memory.h
4. #include <memory.h>
5. typedef struct
6. {
7. char \*name;
8. int age;
9. }student;
10. student creator();
11. void destroyer(student);
12. int main()
13. {
14. student t;
15. t = creator();//这里实际上是一个浅拷贝
16. printf("输入的信息\n");
17. printf("姓名：%s，年龄：%d\n",t.name,t.age);
18. destroyer(t); //同样地，需要一个函数来做收尾工作
19. rewind(stdin);
20. getchar();
21. return 0;
22. }
23. student creator()
24. {
25. student temp;
26. char buffer[256];
27. printf("创建一个新的学生信息\n");
28. printf("请输入姓名：");
29. scanf("%s",buffer);
30. printf("请输入%s的年龄：",buffer);
31. scanf("%d",&temp.age);
32. int lenth = strlen(buffer);
33. temp.name = malloc(lenth+1);
34. memcpy(temp.name, buffer, lenth + 1);
35. return temp;
36. }
37. void destroyer(student t)
38. {
39. free(t.name);
40. }
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程序的某次运行结果如下：

创建一个新的学生信息

请输入姓名：**余悦**

请输入余悦的年龄：**19**

输入的信息

姓名：余悦，年龄：19

creator函数的主要作用是接受用户输入的各种信息，可以看到，提示语句加上输入语句需要占用很大一部分空间，如果我们不是用一个函数，而是采用每创建一个实例变量都写一次这些代码，那么我们的工作量会提高很多。

creator函数中，我们用了一个char数组buffer来暂时储存当前结构体变量的名字，这里我们依然没有对数据的安全性做检查，如果希望程序更加安全，可以将第29行的scanf替换成安全输入函数（scanf\_s或我们自己编写的安全函数）。在接受数据之后，我们根据实际情况来为temp.name指针分配内存，这样就比之前的一律采用大小为20的数组更加灵活。最后在接受所有数据之后，我们把临时变量temp当成函数的返回值，并且在主函数中用t来接受这个返回值，这里地方相当于是一个浅拷贝（因为temp肯定不会在其它地方被使用，它是一个局部变量）。

最后，当实例变量t不再有用时，我们还需要一个专门的函数destroyer来处理掉它，处理过程就是释放t.name指向的内存空间。程序8-4-2中destroyer函数只有一行，因此实际上没有必要单独作为一个函数，而如果需要收尾的东西特别多，那就应该使用函数了。

和普通数组相类似地，结构体数组也可以作为函数的参数（作为参数的实际上是一个结构体指针，也就是数组的首地址）。

1. #include <stdio.h>
2. typedef struct
3. {
4. char name[20];
5. int age;
6. }student;
7. void displayStudent(student \*, int);
8. int main()
9. {
10. student s[3] = { {"张三",19},{"李四",20},{"王五",21} };
11. displayStudent(s, 3);
12. printf("%s的年龄：%d\n", s[0].name, s[0].age);
13. getchar();
14. return 0;
15. }
16. void displayStudent(student \*s, int num)
17. {
18. for (int i = 0; i < num; i++)
19. {
20. printf("%s的年龄：%d\n",s[i].name,s[i].age);
21. }
22. printf("把%s的年龄+1\n",s[0].name);
23. s[0].age++;
24. }
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程序的运行结果如下：

张三的年龄：19

李四的年龄：20

王五的年龄：21

把张三的年龄+1

张三的年龄：20

displayStudent函数接受一个student的指针和一个整数作为参数，student \*s也可以改写成student s[]。前面的章节中我们也探讨过，这两种写法是等价的，我们也说过不管哪种写法，s本身都是一个指针而不是一个数组。

由于我们传递的是数组s的地址，所以在displayStudent函数中我们不仅能够通过解除引用（下标也算是解除引用）来访问各个元素的成员，而且还能改变成员的值。这一点和普通的数组是相同的。

最后我们要说的就是返回结构体指针的函数，前面我们曾说过，返回结构体变量的函数有其利用价值，因为这样的函数可以将复杂的结构体初始化工作单独分离出来，从而减少代码量，减少出错的几率。而事实上，大多数时候，我们所需要处理的结构体变量不止一两个，而我们知道，结构体变量需要占用大量的内存，如果把这些变量全部放在栈空间中，显然是很不合适的，所以我们可以把它们放到堆空间里。而这样做也需要很多的操作，如申请堆内存，对申请到的内存进行初始化等等工作，所以我们可以把这些操作放到一个函数里面，在函数中完成所有的任务，然后返回已经处理好的结构体数组的指针。

1. #include <stdio.h>
2. #include <stdlib.h>
3. #include <string.h>
4. typedef struct
5. {
6. char \*name;
7. int age;
8. }student;
9. student \*createArray(int);
10. void destroyArray(student \*, int);
11. int main()
12. {
13. student \*data;
14. data = createArray(2);
15. printf("data数组中的信息：\n");
16. for (int i = 0; i < 2; i++)
17. {
18. printf("姓名：%s，年龄：%d\n",data[i].name,data[i].age);
19. }
20. destroyArray(data, 2);
21. rewind(stdin);
22. getchar();
23. return 0;
24. }
25. student \*createArray(int num)
26. {
27. if (num <= 0)
28. {
29. return NULL;
30. }
31. student \*temp;
32. temp = malloc(sizeof(student)\*num);
33. if (temp == NULL)

1. {
2. return NULL;
3. }
4. char buffer[256];
5. for (int i = 0; i < num; i++)
6. {
7. printf("创建一个新的学生信息\n");
8. printf("请输入姓名：");
9. scanf("%s", buffer);
10. printf("请输入%s的年龄：", buffer);
11. scanf("%d", &temp[i].age);
12. int lenth = strlen(buffer);
13. temp[i].name = malloc(lenth + 1);
14. memcpy(temp[i].name, buffer, lenth + 1);
15. }
16. return temp;
17. }
18. void destroyArray(student \*t, int num)
19. {
20. for (int i = 0; i < num; i++)
21. {
22. free(t[i].name);//先释放成员指针指向的内存
23. }
24. free(t);//再释放储存成员的内存
25. }
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程序的某次运行结果如下：

创建一个新的学生信息

请输入姓名：**张三**

请输入张三的年龄：**19**

创建一个新的学生信息

请输入姓名：**李四**

请输入李四的年龄：**20**

data数组中的信息：

姓名：张三，年龄：19

姓名：李四，年龄：20

可以看出，createArray函数中，我们执行的操作和程序8-4-2中的creator函数很类似。第39行的for循环可以说是完全按照creator函数改写的，事实上我们也完全可以用creator函数来替代这个for循环。

createArray函数所创建的数组存在于堆空间中，而数组中的每个元素都含有一个char型指针，这些指针又分别指向某片堆内存，这一点和通过二级指针申请二维数组很类似。同样地，在申请出来的数组不再被使用的时候，我们应该清理相关的内存，而我们也编写了一个相应的函数来完成这样的工作，在destroyArray函数中，我们先是通过一个循环来释放了每个元素的name指针指向的内存，然后释放了整个数组。

**试一试**

改写程序8-4-4，用creator函数来替换第39行for循环中的代码。

8.5 枚举类型

假设现在我们要编写一个考勤的程序，考勤程序访问30个同学的信息，显然我们应该用结构体来组织每个同学的信息。而每个结构体中，除了应该有姓名学号等信息外，还应该有一个变量用来表示该同学的状态（正常上课、迟到、请假等）。我们可以用字符串来储存这些状态，并且也不会花费太多空间，只是如果考勤程序需要经常执行找出所有正常上课的同学的操作，那么我们就会需要调用很多次strcmp函数来判断，这样就会使程序的运行效率大打折扣。所以不难看出，用整数来表示状态是更佳的选择，比较两个整数是否相等只需要很小的代价。

我们很容易想到的一种方法是，用0表示正常上课、1表示迟到、2表示请假，以此类推。这样有个很大的问题，那就是除了编写代码的人以外，谁都不知道0、1、2到底代表些什么，甚至就连作者自己也可能在一段时间后想不起这些东西，显然这样不利于代码的维护（也就是前面章节所提到的“幻数”）。显然更好的办法是使用#define指令来定义相关的宏，这也是我们在前面部分所推荐的方式，当时我们也说过，使用宏定义不是最佳方案，因为宏定义的常量会在预编译阶段被替换，也就是说，如果我们定义了一个常量NUM，它的值是5，然后我们在某个地方写了这样一行语句：int x=NUM;，那么预编译器会把NUM替换成5，最终编译器看到的就是int x=5;了。如果这个常量出了问题，编译器就会提示说常量5有问题，而不会说NUM有问题，在看到这个错误信息的时候，我们将会很疑惑，到底这个5是什么呢？找出错误所在又会花掉一点时间。

而我们前面说到过的最佳的方案，就是采用枚举，所谓枚举，就是一一列举。我们可以自定义一个类型，用这个类型来专门表示学生的状态。我们来看看枚举类型的基本用法。

1. #include <stdio.h>
2. typedef enum state
3. {
4. normal, //使用逗号而不是分号
5. leave,
6. late //结尾处没有任何符号
7. }state; //注意分号
8. typedef struct student
9. {
10. state s;
11. }student;
12. int main()
13. {
14. student stu;
15. stu.s = normal;
16. if (stu.s == normal)
17. {
18. printf("该同学正常出勤\n");
19. }
20. getchar();
21. return 0;
22. }

程序8-5-1

程序的运行结果如下：

该同学正常出勤

程序9-5-1中，我们首先定义了一种枚举类型enum state，并且在定义的同时用typefef为它起了一个“别名”，然后我们就可以在接下来的结构体中直接使用state声明枚举变量，如果没有typedef，第10行的state s;就只能改成enum state s了，这点和结构体很像。

需要注意的是，定以枚举类型和定义结构体一样，只是定义了类型，没有创建变量。state s相当于是把枚举类型state实例化了。和结构体不同的是，s作为state的实例变量不代表它同时拥有normal、leave等成员，而是它的取值只能是这几个中某一个，而在第15行，我们把stu.s赋值为normal。最后再将它与一个合法的值做比较。

计算机只能储存0和1，一切信息最终都是以数字的形式保存的，即使是枚举，也不例外。那么枚举类型和int型变量到底有哪些共通之处呢？

1. #include <stdio.h>
2. typedef enum
3. {
4. normal,
5. leave,
6. late
7. }state;
8. int main()
9. {
10. state a, b, c;
11. a = normal;
12. b = leave;
13. c = late;
14. printf("%d %d %d",a,b,c);
15. getchar();
16. return 0;
17. }

程序8-5-2

程序的运行结果如下：

0 1 2

可以看出，normal、leave、late3个枚举变量分别对应0、1、2这3个整数。事实上，枚举类型确实是以整数的形式储存的。而枚举类型中，第一个被声明的值对应0，而之后的值则递增。

枚举变量不仅以整数的形式储存，事实上它和int变量没有多大区别，甚至占用的内存的大小都是一致的。不过二者之间却不能直接相互赋值，我们通过一个程序来详细讲解这些问题。

1. #include <stdio.h>
2. typedef enum
3. {
4. normal,
5. leave,
6. late
7. }state;
8. int main()
9. {
10. state s=normal;
11. printf("枚举变量的大小：%d\n",sizeof(s));
12. int x = s; //直接赋值
13. printf("%d\n",x);
14. s = (state)2; //必须强制转换
15. printf("%d",s);
16. getchar();
17. return 0;
18. }

、、、

程序8-5-3

枚举变量的大小：4

0

2

枚举变量和int型变量占用同样的内存。同时，要把枚举变量的值赋值给int型变量可以直接赋值，而如果想要把整数赋值给枚举变量则需要强制转换。

需要注意的是，当把一个int型变量强制转换后赋值给一个枚举变量，并不会发生“绕回处理”。以程序9-5-3为例，将3转换后赋值给s，最终s的值不会是0，而是3，即使3不是state的合法取值。

1. #include <stdio.h>
2. typedef enum
3. {
4. normal,
5. leave,
6. late
7. }state;
8. int main()
9. {
10. state s;
11. s = (int)3;
12. if (s != normal)
13. {
14. printf("%d",s);
15. }
16. getchar();
17. return 0;
18. }

程序8-5-4

程序的运行结果如下：

3

可见，不仅s的值不是0，而且在进行!=运算的时候，它也被判定为一个不同于normal的值。

事实上，枚举变量的值不一定都是从0开始然后递增的，我们完全可以为枚举指定确定的值。只不过我们不推荐使用这种方式，因为它可能导致一些问题的发生。

1. #include <stdio.h>
2. typedef enum
3. {
4. first=10,
5. second=3,
6. third=2,
7. fourth,
8. fifth
9. }num;
10. int main()
11. {
12. printf("%d %d %d %d %d\n",first,second,third,fourth,fifth);
13. num t = second;
14. if (t == fourth)
15. {
16. printf("t的值为fourth\n");
17. }
18. getchar();
19. return 0;
20. }

程序8-5-5

程序的运行结果如下：

10 3 2 3 4

t的值为fourth

在枚举类型中，某个值ENUM对应的整数满足以下条件中的某一个：

1.若某个整数被赋值给ENUM，则ENUM对应这个整数。

2.若条件1不满足，则ENUM对应的整数为ENUM前一个值对应的整数加一。

3.若条件2不满足（ENUM是第一个值），则ENUM对应的整数为0。

根据这个条件，我们不难相同输出结果是这样。我们把3赋值给second，并且把2赋值给third，根据条件1，它们对应的值就分别是2和3。再根据条件2，我们可得fourth的值是3。这样，second和fourth就有了同样的值。所以之后我们将一个枚举变量t初始化为second，然后将它与fourth做比较，得到的结果居然是t==fourth是成立的。显然这种结果是对我们有害的，试想，如果在考勤软件中，某位同学的状态明明是正常上课，却因为枚举变量的问题而被判定成了迟到，那么造成的影响是非常不好的。

枚举本身非常简单，但它配合其它C语言知识却可以产生很好的效果。

前面第6章，程序6-4-11中，我们编写了一个简单的音乐播放器，该播放器可以播放用户指定路径的音乐，但是由于诸多限制，该播放器只能播放英文路径下的音乐（甚至音乐文件本身也不能带有中文），之所以会出现这种情况，是因为wchar\_t非常特殊，以至于在输入它的时候会有种种问题，即使前面6-4-11中我们已经实现了输入wchar\_t，但是输入中文的时候却会出现问题。要解决这个问题，最好的办法是先用char数组来接受用户的输入，然后再把这个char数组转换为wchar\_t的数组，而将char转换成wchar\_t需要调用一个Windows的API，这涉及到指针的相关知识，所以当时我们没有向读者展示这种操作。而现在我们有了指针的概念，可以很轻易的使用相关的API，接下来我们将结合指针、结构体、枚举等，编写一个更加强大的音乐播放器。

1. #include <stdio.h>
2. #include <stdlib.h>
3. #include <string.h>
4. #include <windows.h>
5. #include <conio.h>
6. #pragma comment(lib,"winmm.lib") //必须链接到静态库
7. #define MAXSIZE 9
8. #define FILELENTH 30
9. typedef enum state
10. {
11. play,
12. pause,
13. stop
14. }state;
15. typedef struct player
16. {
17. state playState;
18. char \*\*musicList;
19. int numOfSong;
20. wchar\_t \*cmdW;
21. char \*cmdC;
22. }player;
23. player \*createPlayer();//创建player结构体
24. void deletePlayer(player \*);//删除player结构体
25. void mainMenu(player \*);//显示主菜单
26. void addList(player \*);//向歌单中添加歌曲
27. void deleteList(player \*);//从歌单中删除歌曲
28. void playSong(player \*);//播放某首歌
29. void pauseSong(player \*);//暂停正在播放的歌曲
30. void resumeSong(player \*);//继续播放
31. void stopSong(player \*);//停止播放
32. void getStr(char \*, int lenth);//字符串输入函数
33. int main()
34. {
35. player \*pla = createPlayer();
36. mainMenu(pla);
37. deletePlayer(pla);
38. \_getch();
39. return 0;
40. }
41. player \*createPlayer()
42. {
43. player \*t = malloc(sizeof(player));
44. t->playState = stop;
45. t->musicList = malloc(MAXSIZE\*sizeof(char \*));
46. for (int i = 0; i < MAXSIZE; i++)
47. {
48. t->musicList[i] = malloc(FILELENTH\*sizeof(char));
49. }
50. t->numOfSong = 0;
51. t->cmdW = malloc(255\*sizeof(wchar\_t));
52. t->cmdC = malloc(255 \* sizeof(char));
53. return t;
54. }
55. void deletePlayer(player \*t)
56. {
57. if (t->playState != stop)
58. {
59. mciSendString(L"stop file", NULL, 0, NULL);
60. mciSendString(L"close file", NULL, 0, NULL);
61. }
62. for (int i = 0; i < MAXSIZE; i++)
63. {
64. free(t->musicList[i]);
65. }
66. free(t->musicList);
67. free(t->cmdW);
68. free(t->cmdC);
69. }
70. void mainMenu(player \*t)
71. {
72. char choice;
73. while (1)
74. {
75. system("cls");
76. printf("==================\n");
77. printf("1.添加歌曲\n");
78. printf("2.删除歌曲\n");
79. printf("3.播放歌曲\n");
80. if (t->playState == pause)
81. {
82. printf("4.继续播放\n");
83. }
84. else
85. {
86. printf("4.暂停播放\n");
87. }
88. printf("5.停止播放\n");
89. printf("6.退出播放器\n");
90. printf("==================\n");
91. do
92. {
93. choice = \_getch();
94. } while (choice<'1'||choice>'6');
95. system("cls");
96. switch (choice)
97. {
98. case '1':
99. {
100. addList(t);
101. break;
102. }
103. case '2':
104. {
105. deleteList(t);
106. break;
107. }
108. case '3':
109. {
110. playSong(t);
111. break;
112. }
113. case '4':
114. {
115. if (t->playState == pause)
116. {
117. resumeSong(t);
118. }
119. else
120. {
121. pauseSong(t);
122. }
123. break;
124. }
125. case '5':
126. {
127. stopSong(t);
128. break;
129. }
130. case '6':
131. {
132. printf("感谢使用\n");
133. return;
134. }
135. } //switch
136. }//while
137. }
138. void addList(player \*t)
139. {
140. if (t->numOfSong == MAXSIZE)
141. {
142. printf("歌单已满\n");
143. \_getch();
144. return;
145. }
146. printf("请输入歌曲路径：(%d个字符以内)\n",FILELENTH);
147. getStr(t->musicList[t->numOfSong], FILELENTH);
148. t->numOfSong++;
149. printf("添加完成\n");
150. \_getch();
151. }
152. void deleteList(player \*t)
153. {
154. if (t->numOfSong == 0)
155. {
156. printf("歌单已空\n");
157. \_getch();
158. return;
159. }
160. printf("要删除哪一首？\n");
161. printf("==================\n");
162. for (int i = 0; i < t->numOfSong; i++)
163. {
164. printf("%d.%s\n", i + 1, t->musicList[i]); //显示选项，选项为下标+1
165. }
166. printf("==================\n");
167. char choice;
168. do
169. {
170. choice = \_getch();
171. } while (choice<'1'||choice>t->numOfSong+1+'0');//下标是整数，选项是字符
172. int index = choice - 1 - '0';//计算出待删除的歌曲的下标
173. for (int i = index; i < t->numOfSong-1;i++)//i必须小于最大下标
174. {
175. strcpy(t->musicList[i], t->musicList[i + 1]);//依次移动数据
176. }
177. t->numOfSong--;
178. printf("删除成功\n");
179. \_getch();
180. }
181. void playSong(player \*t)
182. {
183. if (t->numOfSong == 0)
184. {
185. printf("歌单为空\n");
186. \_getch();
187. return;
188. }
189. printf("要播放哪一首？\n");
190. printf("==================\n");
191. for (int i = 0; i < t->numOfSong; i++)
192. {
193. printf("%d.%s\n", i + 1, t->musicList[i]); //显示选项，选项为下标+1
194. }
195. printf("==================\n");
196. char choice;
197. do
198. {
199. choice = \_getch();
200. } while (choice<'1' || choice>t->numOfSong + 1 + '0');
201. if (t->playState != stop)//如果有音乐正在播放
202. {
203. sprintf(t->cmdC,"stop file"); //首先停止
204. MultiByteToWideChar(CP\_ACP,0,t->cmdC,strlen(t->cmdC)+1,t->cmdW,255);
205. mciSendString(t->cmdW,NULL,0,NULL);
206. sprintf(t->cmdC, "close file");//然后关闭
207. MultiByteToWideChar(CP\_ACP, 0, t->cmdC, strlen(t->cmdC) + 1, t->cmdW, 255);
208. mciSendString(t->cmdW, NULL, 0, NULL);
209. }
210. sprintf(t->cmdC,"open %s alias file",t->musicList[choice-1-'0']);//打开新的音乐
211. MultiByteToWideChar(CP\_ACP, 0, t->cmdC, strlen(t->cmdC) + 1, t->cmdW, 255);
212. mciSendString(t->cmdW, NULL, 0, NULL);
213. sprintf(t->cmdC, "play file");
214. MultiByteToWideChar(CP\_ACP, 0, t->cmdC, strlen(t->cmdC) + 1, t->cmdW, 255);
215. mciSendString(t->cmdW, NULL, 0, NULL);
216. t->playState = play;
217. printf("正在播放\n");
218. \_getch();
219. }
220. void pauseSong(player \*t)
221. {
222. if (t->playState != play)
223. {
224. printf("没有正在播放的音乐");
225. \_getch();
226. return;
227. }
228. sprintf(t->cmdC, "pause file");
229. MultiByteToWideChar(CP\_ACP, 0, t->cmdC, strlen(t->cmdC) + 1, t->cmdW, 255);
230. mciSendString(t->cmdW, NULL, 0, NULL);
231. t->playState = pause;
232. }
233. void resumeSong(player \*t)
234. {
235. if (t->playState != pause)
236. {
237. printf("播放状态不为暂停，不能继续");
238. \_getch();
239. return;
240. }
241. sprintf(t->cmdC, "resume file");
242. MultiByteToWideChar(CP\_ACP, 0, t->cmdC, strlen(t->cmdC) + 1, t->cmdW, 255);
243. mciSendString(t->cmdW, NULL, 0, NULL);
244. t->playState = play;
245. }
246. void stopSong(player \*t)
247. {
248. if (t->playState == stop)
249. {
250. printf("音乐已经停止");
251. \_getch();
252. return;
253. }
254. sprintf(t->cmdC, "stop file");//停止播放
255. MultiByteToWideChar(CP\_ACP, 0, t->cmdC, strlen(t->cmdC) + 1, t->cmdW, 255);
256. mciSendString(t->cmdW, NULL, 0, NULL);
257. sprintf(t->cmdC, "close file");//关闭文件
258. MultiByteToWideChar(CP\_ACP, 0, t->cmdC, strlen(t->cmdC) + 1, t->cmdW, 255);
259. mciSendString(t->cmdW, NULL, 0, NULL);
260. t->playState = stop;
261. }
262. void getStr(char \*buffer, int lenth)
263. {
264. rewind(stdin);
265. char temp = 0;
266. if (lenth == 1)
267. {
268. buffer[0] = getchar();
269. }
270. else
271. {
272. int i;
273. for (i = 0; i < lenth - 1; i++)
274. {
275. temp = getchar();
276. if (temp == '\n')
277. {
278. break;
279. }
280. buffer[i] = temp;
281. }
282. buffer[i] = 0;
283. }
284. while (temp != '\n')
285. {
286. temp = getchar();
287. }
288. }

程8-5-6

这个播放器程序非常长，囊括了我们已经学过的一切知识，但它却并不难，接下来是详细的分析。

第1到第35行都是一些声明语句或者预编译指令，第6行的链接到指定的静态库是我们之前已经讲过的。而MAXSIZE和FILELENTH则是我们之后要用到的两个常量，MAXSIZE是歌单中最多能储存的音乐数，FILELENTH则是每首音乐的路径的最大长度。enum state枚举类型用来表示播放状态，分别是播放、暂停、停止。player结构体是程序的核心，它的作用是表示一个播放器，需要储存各种播放信息，state是播放状态、musicList是一个二级指针，它会被创建一个二维动态数组来储存歌单、numOfSong记录歌单的大小、cmdW和cmdC用来储存播放指令，与API的调用有关，cmdC能够直接处理中文，但API接口需要cmdW作为参数，所以我们需要将命令写入cmdC，然后将它转换，转换后的结果储存在cmdW中。

createPlayer函数用来“初始化”player结构体，deletePlayer则用来“销毁”它，这种做法我们之前就已经介绍过。而接下来的一系列的函数则是播放器的各个组件，负责播放音乐、维护歌单等。

主函数中，一共只有几行代码，我们首先初始化一个player变量，然后用pla指针来接受它的地址，接着把它传递给mainMenu函数，mainMenu中将会开始主循环，一旦用户选择退出程序，mainMenu就会返回，然后主函数中将会执行deletePlayer的操作。

createPlayer函数中，我们首先申请一个player的动态内存，然后对它进行各种初始化操作，然后返回它。我们将初始的播放状态设为stop，然后为musicList分配内存，由于musicList是一个二级指针，我们也想让它指向一个二维数组，所以这里的内存分配分两步，首先分配用来储存一级指针的空间，然后为这些一级指针分别分配内存，这是第7章详细讲解过的知识。然后我们把音乐数设定为0，并且分别为储存指令的cmdC和cmdW分配内存。至此，结构体的初始化完成。

而在deletePlayer函数中，我们首先判断播放器的状态是否为停止，如果不是则停止播放并关闭音乐文件，执行停止和关闭的操作调用了API，命令分别为”stop file”和”close file”，这类似于”play file”，总得说来，API的使用和前几章中是一样的，只是命令不同了（第一个参数不同了）。然后我们释放在createPlayer函数中申请出来的内存，首先是释放二级指针musicList的内存：先释放每个一级指针指向的内存，再释放储存这些一级指针的内存，这也是前面讲过的。然后再释放cmdC和cmdW。

mainMenu函数（75-143行）中，我们显示了主菜单，并接受用户的输入，这是典型的菜单选择程序，其中的技巧前面也多次提到，这里不再赘述。需要注意的就是显示第4个菜单的时候，我们根据播放器的状态不同而显示不同的选项，如果播放器状态为暂停(pause)，则显示“继续播放”，否则显示“暂停音乐”。在switch语句中，若选项为4，则也根据实际情况而选择调用不同的函数。

首先来看添加歌曲的函数，即addList（145-158行），在这个函数中，我们首先判断歌单是否已满（numOfMusic是否已经等于MAXSIZE），如果是则输出提示信息并返回，否则执行添加歌曲的操作。添加歌曲的时候，接受用户输入所用到的函数是我们之前编写好的getStr函数，使用这个函数能让程序变得更加安全。在接收输入之后，我们让numOfSong自增。然后输出提示信息并结束函数。

删除歌单的函数deleteList（160-188行）看起来复杂一些，同样地，我们首先判断歌单是否为空，若不为空则执行删除操作。这里我们把所有歌曲用菜单的形式显示了出来，有多少首歌就显示多少个选项，由于我们将MAXSIZE设定为9，所以最多显示9个选项，这9个选项用数字键就能全部表示，如果需要表示更多首歌，菜单选择部分就会变得更复杂。这里我们可以思考一下某一首歌，它在歌单中的下标与它在菜单中的选项的关系，很明显，对于下标为0的歌曲来说，它的选项是1，下标为1的歌曲的选项为1，以此类推。所以我们可以认为，选项-1等于下标。但是这样还不够，因为下标是整数，而选项是用字符来表示的，因此要把选项转换为下标，还需要减去’0’。因此才有了第180行的换算公式。在知道了要删除哪一首歌之后，我们就要进行删除操作了，那么到底该怎样删除呢？假设歌单里有7首歌，我们要删除第2首，直接释放对应的内存空间是肯定不合理的，这样之后就没法再使用相应的内存了。所以最好的办法是，把第3、4、5、6、7首歌全部往前移动一个位置，即用第3首歌来占用第2首歌的位置，第4首歌占用第3首歌的位置，以此类推。所以第181行我们用了一个循环来不断执行“移动”操作。接着用前面的例子，有7首歌，要删除第2首，我们可以想象，在执行strcpy函数的之后，只需要执行到strcpy(t->musicList[5], t->musicList[5 + 1])即可，所以不难理解i为什么必须小于最大下标。在执行完删除操作后，我们让numOfSong自减，然后输出提示信息。

playSong函数（190-229行），同样比较复杂。第192到209行的代码和deleteList类似，都是菜单选择。在接受完用户的输入以后，我们首先用一个if语句判断了当前的播放状态，如果为正在播放或者暂停状态，则需要停止并关闭之前的文件，在执行这些操作的时候，我们使用了API函数MultiByteToWideChar，第一个参数是一个宏，我们不必理会，第二个参数是待转换的字符串，这里当然应该是cmdC，第三个参数则是待转换的字节数，应该设定为命令字符串的长度+1，第四个参数则是接受转换结果的数组，这里应该是cmdW，最后一个参数则是cmdW的大小，我们如实填写即可。在API函数的调用完成后，我们就可以直接将cmdW作为mciSendString的参数了，需要注意的是，这里我们完全没必要写得这么复杂，事实上我们完全可以把212-214行改写成一行，即mciSendString(L"stop file", NULL, 0, NULL);，之所以写成这么3行，是为了让读者多感受几次这个转换的过程。在完成准备工作后，我们就可以播放音乐了，首先我们将音乐的路径通过sprintf写进cmdC，因为这时候音乐路径是未知的，所以我们必须采用sprintf+MultiByteToWideChar的方式来进行转换。然后接下来的操作就是打开文件+播放音乐，再把播放状态设为play，然后输出提示信息了。

pauseSong、resumeSong、stopSong里的操作都是类似的，首先判断是否满足条件（播放状态才能暂停、暂停状态才能继续、状态为关闭则不能再次关闭），然后执行对应的指令，最后再将播放状态设置为对应的值。

总的说来，这个播放器不算复杂，但是里面有比较多的编程思想，并且它结合了前面章节的各种知识，如果读者将这个程序理解到位，说明读者的C语言基础已经很不错了。

在这个程序中，mciSendString不是重点，因为它既不属于C语言标准库，作用也并不大，如果读者对它有兴趣，可以自行查阅它使用的各种播放命令。MultiByteToWideChar是一个比较有意义的函数，它提供从char向wchar\_t转换的功能，事实上，C语言标准库（stdlib.h）也提供mbstowcs函数来实现这个转换，只是这个函数对中文的处理能力很差，字符串中含有中文会导致转换不成功，所以我们更推荐使用MultiByteToWideChar。而如果要从wchar\_t转换到char，我们需要调用的API是WideCharToMultiByte，对应的库函数则是wcstombs。

8.6 联合体

和结构体类似地，C语言中还有一种叫联合体的东西，联合体的声明方式如下：

union 标识符

{

数据类型1 成员1;

数据类型2 成员2;

…

数据类型n 成员 n;

};

和结构体不同的是，联合体中，各个成员不是同时存在的，同一时间只存在一个成员。也就是说，如果有这样一个联合体：

union t

{

int x;

char y;

};

那么这个联合体的实例变量要么储存x，要么储存y。结构体为每个成员都分配了可用的空间，但联合体不同，它的空间只能供一个成员使用。

这么讲解读者不会有什么深刻的理解，我们不妨编写一个程序来演示一下。

1. #include <stdio.h>
2. typedef union test
3. {
4. int x;
5. char y;
6. }test;
7. int main()
8. {
9. test a;
10. a.x = 10;
11. printf("a.x=%d\n",a.x);
12. a.y = 'a';
13. printf("a.x=%d\n", a.x);
14. getchar();
15. return 0;
16. }
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程序在某台计算机上的运行结果如下：

a.x=10

a.x=97

为什么要强调在某台计算机呢？因为第二次输出a.x的时候，输出结果不一定为97，虽然通常情况下都是97。输出的结果与计算机的操作系统有关，后面我们会具体说明。不过不管怎样，我们可以确定的是，当我们改变a.y的值的时候，a.x也受到了影响，这说明它们共用一片内存。

前面我们讲解过结构体的大小的计算方法，而联合体的大小的计算方法很简单，即最大的成员的大小。只不过需要注意的是，“最大成员的大小”依然应该是最大的类型的整数倍。

1. #include <stdio.h>
2. typedef union test
3. {
4. int x;
5. char y[5];
6. }test;
7. int main()
8. {
9. printf("test的大小：%d\n",sizeof(test));
10. getchar();
11. return 0;
12. }
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程序的运行结果如下：

test的大小：8

可以看到，test结构体中，最大的成员是y，占用5个字节，而最大的基本类型是int，所以为了让大小是int的整数倍，整个结构体的大小也就变成8了。

接下来我们要探讨的就是联合体储存的本质。

1. #include <stdio.h>
2. typedef union test
3. {
4. int x;
5. char y;
6. }test;
7. int main()
8. {
9. test a;
10. printf("a的地址：%p\n",&a);
11. printf("a.x的地址：%p\n", &a.x);
12. printf("a.y的地址：%p\n", &a.y);
13. test \*p = &a;
14. \*(int \*)p = 10;
15. printf("a.x：%d\n",a.x);
16. \*(char \*)p = 'a';
17. printf("a.y：%c\n", a.y);
18. getchar();
19. return 0;
20. }
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程序的某次运行结果如下：

a的地址：0018FA8C

a.x的地址：0018FA8C

a.y的地址：0018FA8C

a.x：10

a.y：a

可以看到，a、a.x、a.y的地址全是一样的。

程序的第13行，我们声明了一个test的指针，并且用a的地址来初始化了它。之后，我们把它强制转换成一个int型指针，并且对其进行解除引用的操作，然后我们输出a.x的值，发现结果正好与赋值给\*(int \*)p的值一样，这说明a.x的本质就是\*(int \*)p，而a.y则同理。

细心的读者可能就会发现问题所在了，程序9-6-1中，最终输出结果是97，而根据分析，不难发现a的大小是4个字节，而我们将a.x赋值为10之后，a对应的4个字节转换成二进制的数就是：00000000 00000000 00000000 00001010，也就是，前面24位全为0，而最后的8位为00001010（10对应的二进制数）。而当我们将a.y设置为’a’（97）之后，32位数就应该是：01100001 00000000 00000000 00001010，而这个数字对应的十进制数非常大（反正肯定不止97）。那么为什么最终输出的结果会是97呢？我们又为什么说输出结果与计算机本身有关呢？我们来做详细的解析。

原来，执行完a.y=10的操作之后，a变成了00001010 00000000 00000000 00000000而不是00000000 00000000 00000000 00001010，出现这种现象是因为小端模式（**Little-Endian**）。事实上，当一个数据占用的内存超过一个字节之后，小端模式就会发挥出作用。

分析一个数据在内存中的表示的步骤是：

1.将它转换成n\*8位的二进制数（n为其占用的字节数，int型是4个字节）。

2.把这个二进制数分为n份，每份8位。

3.将这n份数据的位置颠倒，最前的换到最后。

以10为例，10转换成4\*8位的二进制数并且分为等量的4份是00000000 00000000 00000000 00001010，然后把它们颠倒，就变成了00001010 00000000 00000000 00000000。

再以1024为例，1024对应的二进制数分成4份是00000000 00000000 00000100 00000000，位置颠倒之后是00000000 00000100 00000000 00000000。

对于字符’a’来说，由于它只占用一个字节，所以它转换成二进制是01100001，在内存中的表示也是01100001。所以a.y=’a’最终会让a变成01100001 00000000 00000000 00000000。

现在读者应该能理解程序9-6-1了，出现小端模式的原因则关系到系统底层的设置，由于这些原理超越了C语言基础教程的范围，且具有一定的难度，所以我们不做介绍，感兴趣的读者可以在自己有了一定的知识储备后继续学习。

我们可以写一个简单的程序来判断计算机是否为小端模式。原理也很简单，首先声明一个整形变量，然后将它赋值为97，最后再将它的地址强制转换成char \*，然后再解除引用，最后再和’a’比较，相等则是小端模式，否则不是。

1. #include <stdio.h>
2. int main()
3. {
4. int num = 97;
5. int \*p = &num;
6. if (\*(char \*)p == 97)
7. {
8. printf("这台计算机采用小端模式\n");
9. }
10. else
11. {
12. printf("这台计算机采用大端模式\n");
13. }
14. getchar();
15. return 0;
16. }
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8.7 结构体与链表

链表（**linked list**）是一种数据结构，不属于C语言基础部分，但是比起其它数据结构来说，链表相对简单很多，并且应用也比较广泛，所以通常C语言基础教材中对链表都会有所介绍。

前面的章节中，我们介绍了数组和动态数组，我们知道动态数组比起传统数组的优势在于大小可以在运行阶段确定，而不用在编译阶段就确定，同时，传统数组一旦装满就不能再扩张空间，而动态数组则随时可以通过realloc和memcpy等函数来扩大或缩小空间，动态数组相对传统数组灵活很多。

而事实上，不管是哪一种数组，它们都有一个共同点，那就是所有元素一定是连续储存的，假设有一个数组num，那么num+0表示下标为0的元素的地址，而num+1则表示下标为1的元素的地址，以此类推。不难看出，数组的储存是线性的，所以数组也可以被认为是线性表（**line list**）。

而链表则采用一种比数组更加灵活的储存方式，假设第1个元素的地址是p，则第2个元素的地址可能是p+1、p+n，甚至是p-n，也就是说链表中的所有元素是可以不连续的。

那么链表到底长什么样呢？要解决这个问题，我们首先要思考下面这种写法是否合法：

struct data

{

int num;

struct data \*p;

};

我们的第一感觉通常都是不合法，但事实上，这样是合法的。结构体的成员中，可以包含结构体，但是不能包含它自己，这一点是没有疑问的。但是，我们在struct data中包含的是struct data的指针，而不是实例变量。我们知道，在同一个程序中，所有的指针都是一样大的，而指针之所以要有类型，是因为它的目标占用的空间不同。

而我们可以看出，在32位的程序中，struct data所占用的空间一定是8个字节，不管p是什么类型的指针。而struct data的大小是确定的，所以p的存在就合法了，它知道自己的目标的大小是8。

1. #include <stdio.h>
2. struct data
3. {
4. int num;
5. struct data \*address;
6. };
7. typedef struct data data;
8. int main()
9. {
10. data t;
11. t.address = &t;
12. t.num = 10;
13. printf("t的地址是：%p，t.address的值是：%p\n",&t,t.address);
14. printf("t.num的值是：%d\n",t.address->num);
15. getchar();
16. return 0;
17. }
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程序的某次运行结果如下：

t的地址是：0018F94C，t.address的值是：0018F94C

t.num的值是：10

程序8-7-1很短，但是有很多需要注意的地方。首先我们可以看到第5行，声明address的时候，我们用的是struct data，而不是data，不仅仅是因为我们把typdef放在了下面。typedef发生在struct data的大小和成员都确定之后，而address的声明则是这个确定的过程，所以任何情况下，使用data替换struct data都是非法的。

在第11行，我们将t的地址赋值给了t.address，也就是说它的成员中保存了它自己的地址，可以看到&t和t.address的值确实相等，而这意味着我们甚至能通过t.address来访问t本身，所以我们在第14行，通过t.address来输出了t.num的值。

通过程序8-7-1，我们知道了结构体中含有指向该结构体的指针是合法的了，有了这个基础，我们就能开始研究链表了。

事实上，链表也分为很多种，包括单向链表、双向链表、循环链表等，其中又以单向链表最简单，所以我们主要介绍单向链表。

在数组中，储存数据的最小单元被称为元素，而在链表中，最小的单位叫做结点（**node**）。程序8-7-1中，struct data的实例变量t就相当于是一个结点。我们不难看出，一个结点中分为两部分，一部分用来储存数据，另一部分则用来储存指针，储存数据的部分被称为数据域，储存指针的部分则被称为指针域。

很多人都玩过RTS游戏(**Real Time Strategy，即时战略类游戏**)。这种游戏有一个共同的特点，那就是战斗是即时进行的。玩家自己都不知道这场战斗会造多少单位出来，更不用说程序了。每个单位都需要占用内存空间，既然不知道要制造多少部队，那么用数组来表示部队是不行的。同时动态数组也不可行，因为单位阵亡后就不再占用空间，我们就应该回收它占用的内存，在之前的播放器程序中我们已经见识过，要删除歌单中的某一首歌会让它之后的歌曲也跟着移动，这说明当我们需要经常删除和插入数据的时候，用数组不是很好的选择。

接下来我们便编写一个程序来模拟单位制造的过程，即展示链表的基本操作——链表的建立。

1. #include <stdio.h>
2. #include <stdlib.h>
3. #define SIZE 5
4. typedef struct node
5. {
6. int ID;
7. struct node \*next;
8. }node;
9. int main()
10. {
11. node \*head = NULL, \*tail = NULL;
12. for (int i = 0; i < SIZE; i++)
13. {
14. node \*temp = malloc(sizeof(node));
15. temp->ID = i;
16. temp->next = NULL;
17. if (head == NULL)
18. {
19. head = temp;
20. tail = head;
21. }
22. else
23. {
24. tail->next = temp;
25. tail = temp;
26. }
27. }
28. for (node \*temp = head; temp != NULL; temp = temp->next)
29. {
30. printf("%d ",temp->ID);
31. }
32. getchar();
33. return 0;
34. }
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程序运行结果如下：

0 1 2 3 4

struct node用来表示链表的结点，可以看到，struct node的数据域中只有一个int型数据，我们完全可以根据实际情况来做相应改变。

主函数中，我们声明了两个struct node的指针，head和tail。我们知道，这个程序的作用是模拟RTS游戏中创建单位的过程，所以肯定应该使用动态内存，而动态内存通常没有名字，使用malloc将它们分配出来后必须使用指针来“接受”，不然就无法访问。而我们的目的是把所有的结点组合成一个链表，所以我们必须要有一个指向链表的指针，否则无法访问链表中的数据，而head就是指向链表的指针。至于tail，是为了方便向链表中添加新的结点，即使没有它，有关链表的一切工作也是能完成的（只要有head），只不过效率会低很多。

第12行的for循环的目的就是建立一个链表。我们首先通过一个临时指针temp来接受malloc的返回值，然后通过temp来设置了通过malloc分配出来的结点的成员的值，首先是把ID设为i，然后把指针域的指针设为NULL。接着的工作就是把这个结点加入到链表中。

在向链表中添加结点的时候，我们首先判断head的状态，如果head为NULL，说明此时链表中还没有任何结点，这时候我们就应该把当前结点设为首结点，即让head指向它，此时链表中只有唯一的一个结点，它同时也是尾结点，所以我们需要让tail也指向它。而如果head不为NULL，说明链表中已有其它结点，这时候我们就没必要再改变head的值，直接从链表的尾部添加结点即可。添加的方法就是，让尾结点的next指向新的结点，然后再让tail指向新的结点，即让新的结点成为尾结点。

接下来我们使用第28行的循环来访问了所有的结点中的数据，首先从首结点开始访问，即首先访问head指向的结点，然后每访问一个结点之后，都访问该结点的下一个结点（next），如果该结点的下一个结点为NULL，则说明链表中的结点已经访问完毕。

事实上，程序8-7-1并不完整，因为它不包含收尾工作，即没有完成对所有结点的空间的释放工作，我们说这样的做法是不正确的，但是考虑到程序的重点是链表的建立，如果把销毁链表的工作也加上，会让程序更难理解，所以我们省去了这一部分的工作，而现在我们知道链表该如何建立了，接下来我们将通过一个程序演示链表的销毁。

1. #include <stdio.h>
2. #include <stdlib.h>
3. #define SIZE 5
4. typedef struct node
5. {
6. int ID;
7. struct node \*next;
8. }node;
9. int main()
10. {
11. node \*head = NULL, \*tail = NULL;
12. …//此处省去程序8-7-1中第12到27行的代码
13. for (node \*temp = head; temp != NULL; )
14. {
15. node \*p = temp->next;
16. free(temp);
17. temp = p;
18. }
19. getchar();
20. return 0;
21. }
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程序8-7-2和程序8-7-1有部分代码是类似的，为了突出重点，我们省去了这一部分的代码。第13到18行的作用就是销毁链表，可以看到，总得来说和访问所有结点是一样的（事实上，也确实是在访问每个结点，只不过这个访问的内容是销毁）。不同之处在于我们用了一个p指针来保存temp->next，而没有选择在for循环的条件中写temp=temp->next，这是因为temp指向的结点被free掉之后，里面的数据也就不存在了，自然也就找不到temp->next了，所以需要用p来临时地保存一下。

以程序8-7-1和程序8-7-2为例，其中的链表的储存方式可以用下图表示：
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图8-7-1

其中，ID表示数据域，next表示指针域。可以看出，head保存了第1个结点的地址，即指向第1个结点，此后，每个结点的next都保存了下一个结点的地址（指向下一个结点），这样我们就能通过head找到所有的结点。tail指向最后一个结点，而最后一个结点中，next的值为NULL，因为没有下一个结点了。

图中的链表被称为单向链表，通过任意一个结点，我们能找到它后面的所有结点，但不能找到它前面的结点。

现在我们实际上已经掌握了链表的建立、遍历（即访问所有结点）、销毁操作，这些操作相对简单，接下来我们将研究结点的插入和结点的删除操作。

首先来看看结点的插入，结点的插入分为3种情况，从表头插入、从表尾插入、在指定位置插入。事实上程序8-7-1中，链表的建立就已经包含从表尾插入结点的操作了。接下来我们通过一系列的程序来分别演示这些操作。

1. #include <stdio.h>
2. #include <string.h>
3. #include <stdlib.h>
4. #define SIZE 3
5. #define NAME 8
6. typedef struct
7. {
8. char name[NAME];
9. int ID;
10. }student;
11. typedef struct node
12. {
13. student data;
14. struct node \*next;
15. }node;
16. typedef struct
17. {
18. node \*head;
19. node \*tail;
20. }linkList;
21. linkList \*createLinkList();
22. void deleteLinkList(linkList \*);
23. void pushFront(linkList \*,student);
24. int main()
25. {
26. linkList \*l = createLinkList();
27. student s;
28. char name[SIZE][NAME] = {"张三","李四","王五"};
29. for (int i = 0; i < SIZE; i++)
30. {
31. s.ID = i + 1;
32. strcpy(s.name, name[i]);
33. pushFront(l, s);
34. }
35. for (node \*t = l->head; t != NULL; t = t->next)
36. {
37. printf("学号：%d 姓名：%s\n",t->data.ID,t->data.name);
38. }
39. deleteLinkList(l);
40. getchar();
41. return 0;
42. }
43. linkList \*createLinkList()
44. {
45. linkList \*l = malloc(sizeof(linkList));
46. l->head = NULL;
47. l->tail = NULL;
48. return l;
49. }
50. void deleteLinkList(linkList \*l)
51. {
52. node \*t,\*p;
53. for (t = l->head; t != NULL;)
54. {
55. p = t->next;
56. free(t);
57. t = p;
58. }
59. free(l);
60. }
61. void pushFront(linkList \*l,student data)
62. {
63. node \*t = malloc(sizeof(node));
64. t->data = data;
65. t->next = NULL;
66. if (l->head == NULL)
67. {
68. l->head = t;
69. l->tail = t;
70. }
71. else
72. {
73. t->next = l->head;
74. l->head = t;
75. }
76. }

程序8-7-3

程序的运行结果如下：

学号：3 姓名：王五

学号：2 姓名：李四

学号：1 姓名：张三

程序8-7-3比较长，包含的思想也比较深，我们来一一分析。第1到第5行是头文件的包含和宏定义。第6到20行则是各种结构体的声明，可以看到，我们一共声明了3个结构体，按层次分别是最基本的储存信息的结构体student、链表结点node、链表结构体linkList。之所以把结点的数据域单独提取出来，整合成一个结构体，是为了让node显得更直观，数据域和指针域分界清晰。而linkList结构体的作用则是将链表的head和tail集中到一起，这样有助于代码的可读性，也让代码变得更好维护。

createLinkList的作用是申请一个linkList结构体的空间，将其初始化并返回其地址。deleteLinkList的作用则是销毁链表中的所有结点以及链表本身。pushFront的作用则是从链表的头部插入结点。

主函数中，我们通过createLinkList函数创建了一个链表，并且用l来接受它的地址，此时链表l是一个空链表。然后我们通过一个循环往链表中插入了3个结点，由于我们选择的方式是从头部插入，所以最后插入的结点就是头结点，最先插入的结点则是尾结点，从链表遍历的结果看来，也确实是这样。

createLinkList函数比较简单，它的作用只是申请内存，然后把指针初始化为NULL，最后返回地址。

deleteLinkList中，销毁链表的方式我们在之前的程序程序8-7-2中已经介绍过了，p指针的存在非常关键。和程序8-7-2不同的是，在销毁所有结点之后，还要销毁链表本身。

而pushFront不困难，仔细观察会发现它和程序8-7-1中从尾部插入新的结点非常类似：申请一个新的结点、为结点赋值、按照一定规则插入新的结点。而规则也是很类似的，首先判断头指针是否为空，若为空则说明整个链表为空，这时候我们需要采用特殊的处理方式，即让待插入的结点同时成为头结点和尾结点；如果链表不为空，则我们不必理会尾结点，直接用待插入结点取代头结点，取代的方式为让待插入结点指向原来的头结点，然后再让head指向刚刚插入的结点，这就完成了从头部插入的操作，代码很短，理解起来也很简单。

我们再来看看从尾部插入结点，虽然程序8-7-1中已经展示了，不过显然不够完美（head和tail没有装在linkList里面）。

1. #include <stdio.h>
2. #include <string.h>
3. #include <stdlib.h>
4. /\*省去了各种定义\*/
5. int main()
6. {
7. linkList \*l = createLinkList();
8. student s;
9. char name[SIZE][NAME] = {"张三","李四","王五"};
10. for (int i = 0; i < SIZE; i++)
11. {
12. s.ID = i + 1;
13. strcpy(s.name, name[i]);
14. pushBack(l, s);
15. }
16. for (node \*t = l->head; t != NULL; t = t->next)
17. {
18. printf("学号：%d 姓名：%s\n",t->data.ID,t->data.name);
19. }
20. deleteLinkList(l);
21. getchar();
22. return 0;
23. }
24. /\*省去了createLinkList和deleteLinkList\*/
25. void pushBack(linkList \*l,student data)
26. {
27. node \*t = malloc(sizeof(node));
28. t->data = data;
29. t->next = NULL;
30. if (l->head == NULL)
31. {
32. l->head = t;
33. l->tail = t;
34. }
35. else
36. {
37. l->tail->next = t;
38. l->tail = t;
39. }
40. }

程序8-7-4

程序的运行结果如下：

学号：1 姓名：张三

学号：2 姓名：李四

学号：3 姓名：王五

为了使代码更简洁，重点更突出，我们省去了一些代码，这些代码和程序8-7-3是完全一致的。不同之处在于pushFront变成了pushBack，相关代码也有改变。不难理解，pushBack的工作原理是，首先判断链表是否为空，为空则让head和tail都指向待插入结点；如果不为空，则让尾结点的next指针指向待插入结点，然后让tail指向待插入结点，这样就完成了从尾部插入结点的操作。

最后来看在任意位置插入，这个操作相对复杂一些。要在指定位置插入，首先要指定一个位置，这个位置用一个整数来表示，我们规定：在x位置插入结点的意思是在第x个结点后面插入结点，特别地，当x为0时，表示从表头插入；当x大于等于结点数时，表示从表位插入。

1. #include <stdio.h>
2. #include <string.h>
3. #include <stdlib.h>
4. /\*省去了各种定义\*/
5. void insertAt(linkList \*, int,student);
6. int main()
7. {
8. linkList \*l = createLinkList();
9. student s;
10. char name[SIZE][NAME] = { "张三","李四","王五" };
11. for (int i = 0; i < SIZE; i++)
12. {
13. s.ID = i + 1;
14. strcpy(s.name, name[i]);
15. pushBack(l, s);
16. }
17. s.ID = 10;
18. strcpy(s.name, "余悦");
19. insertAt(l, 2, s);
20. for (node \*t = l->head; t != NULL; t = t->next)
21. {
22. printf("学号：%d 姓名：%s\n", t->data.ID, t->data.name);
23. }
24. deleteLinkList(l);
25. getchar();
26. return 0;
27. }
28. /\*省去了createLinkList、deleteLinkList和pushBack\*/
29. void insertAt(linkList \*l, int index, student data)
30. {
31. if (index < 0)
32. {
33. return;
34. }
35. node \*t = malloc(sizeof(node));
36. t->data = data;
37. t->next = NULL;
38. if (l->head == NULL)
39. {
40. l->head = t;
41. l->tail = t;
42. return;
43. }
44. if (index == 0)//相当于从头部插入
45. {
46. t->next = l->head;
47. l->head = t;
48. return;
49. }
50. node \*p=l->head,\*q=NULL;
51. for (int i = 0; i < index-1; i++)
52. {
53. p = p->next;
54. if (p == l->tail)
55. {
56. break;
57. }
58. }
59. if (p == l->tail)
60. {
61. p->next = t;
62. l->tail = t;
63. }
64. else
65. {
66. q = p->next;
67. p->next = t;
68. t->next = q;
69. }
70. }

程序8-7-5

程序的运行结果如下：

学号：1 姓名：张三

学号：2 姓名：李四

学号：10 姓名：余悦

学号：3 姓名：王五

和程序8-7-4一样，我们省去了一些代码。在主函数中，除了有用pushBack插入结点的循环，我们还多了几行代码用来测试insertAt函数。

可以看到，insertAt函数有3个参数，第1个是目标链表，第2个则是插入的位置，第3个是插入的结点的数据域。

insertAt比起pushFront和pushBack都要复杂得多，首先要对index的值加以判断，如果小于0则是不合法的数据，直接返回即可。而接下来还要判断链表本身，如果链表为空，则我们直接将结点加入链表即可，同时，为了让代码不至于缩进太多，我们在if语句里面使用了return，以此避免使用else。

如果链表不为空，我们还要对index加以判断，如果是0，则从表头插入并结束函数调用，结束调用也是为了不产生else。

如果链表不为空且需要插入的位置不是表头，那么我们就要开始使用一个循环来定位了。 我们声明了两个指针p和q，p指向的结点在插入后是待插入结点的前一个结点（也叫前驱结点），而q则指向待插入结点的后一个结点（后继结点），我们要把待插入结点放置在p和q之间。首先，不难理解循环次数是index-1，我们可以用特殊值来理解：假设index是1，那么p和q的位置已经是正确的了，不必再循环。如果index大于1，那么我们就要改变p的值，直到它指向正确的位置为止，移动该指针的方式就是让它每次都指向自己的下一个结点。同时，我们还要对p的值加以判断，因为index可能大于结点数（我们规定这是合法的），而当index大于结点数的时候，循环次数就应该是结点数-1而不是index-1，所以当p指向tail的时候，应该立即终止循环。

当p就位之后，我们还需要对p进行判断，如果它指向尾结点，那么我们就把待插入结点按照从表尾插入的方式添加到链表中；而如果p指向的结点不是尾结点，那么我们需要将q设为q->next，然后让p-> next指向待插入结点，再t->next指向q即可。

图8-7-2和图8-7-3分别展示了程序8-7-5中，插入前和插入后的状态
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图8-7-2

![](data:image/png;base64,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)

图8-7-3

说完了插入操作，我们再来看更复杂的删除操作，和插入一样的，删除操作也分为从表头删除、从表尾删除、从指定位置删除，我们按顺序来分别介绍这三种操作。

1. #include <stdio.h>
2. #include <string.h>
3. #include <stdlib.h>
4. /\*省去部分代码\*/
5. void popFront(linkList \*);
6. int main()
7. {
8. linkList \*l = createLinkList();
9. student s;
10. char name[SIZE][NAME] = { "张三","李四","王五" };
11. for (int i = 0; i < SIZE; i++)
12. {
13. s.ID = i + 1;
14. strcpy(s.name, name[i]);
15. pushBack(l, s);
16. }
17. popFront(l);
18. for (node \*t = l->head; t != NULL; t = t->next)
19. {
20. printf("学号：%d 姓名：%s\n", t->data.ID, t->data.name);
21. }
22. deleteLinkList(l);
23. getchar();
24. return 0;
25. }
26. /\*省去部分代码\*/
27. void popFront(linkList \*l)
28. {
29. if (l->head == NULL)
30. {
31. return;
32. }
33. node \*t=l->head->next;
34. free(l->head);
35. l->head = t;
36. if (t == NULL)
37. {
38. l->tail = NULL;
39. }
40. }

程序8-7-6

程序的运行结果如下：

学号：2 姓名：李四

学号：3 姓名：王五

程序8-7-6中我们同样省去了大部分重复的代码，这个程序的核心在于popFront函数，它的作用是从表头删除一个结点。

可以看出，和从表头插入结点一样，从表头删除结点也是比较简单的。不同之处在于删除操作多了更多判断的条件。首先要判断链表本身是否为空，为空则直接返回，如果不为空则删除第一个结点并移动head指针，这一点和销毁链表时的操作很像。最后，在完成结点的删除操作后，我们还需要判断链表是否为空（即我们是否删除了链表中的最后一个结点），如果我们删除了链表中唯一的一个结点，那么我们还需要稍微设置一下，即把tail设为NULL，表示链表已空。而运行结果也验证了，链表中的第一个结点被删除了。

从表头删除结点是最简单的删除方式，从表尾删除则要复杂一些，因为我们需要在删除结点后重新定位tail，tail的新值就是尾结点的前驱结点的地址，而已知尾结点通常是无法找到尾结点的前驱结点的，所以我们还需要通过一个循环来寻找，这会让事情变得更复杂。

1. #include <stdio.h>
2. #include <string.h>
3. #include <stdlib.h>
4. /\*省去部分代码\*/
5. void popBack(linkList \*);
6. int main()
7. {
8. linkList \*l = createLinkList();
9. student s;
10. char name[SIZE][NAME] = { "张三","李四","王五" };
11. for (int i = 0; i < SIZE; i++)
12. {
13. s.ID = i + 1;
14. strcpy(s.name, name[i]);
15. pushBack(l, s);
16. }
17. popBack(l);
18. for (node \*t = l->head; t != NULL; t = t->next)
19. {
20. printf("学号：%d 姓名：%s\n", t->data.ID, t->data.name);
21. }
22. deleteLinkList(l);
23. getchar();
24. return 0;
25. }
26. /\*省去部分代码\*/
27. void popBack(linkList \*l)
28. {
29. if (l->head == NULL)
30. {
31. return;
32. }
33. if (l->head == l->tail)
34. {
35. free(l->head);
36. l->head = NULL;
37. l->tail = NULL;
38. return;
39. }
40. node \*prev = l->head;
41. while (prev->next != l->tail)
42. {
43. prev = prev->next;
44. }
45. free(l->tail);
46. prev->next = NULL;
47. l->tail = prev;
48. }

程序8-7-7

程序的运行结果如下：

学号：1 姓名：张三

学号：2 姓名：李四

在popBack函数中，我们首先判断链表是否为空，然后判断链表中是否只有一个结点，这是对两种特殊情况的处理方式，这样对特殊情况特殊处理的例子前面也已经见过不少了。真正有特色的是第44到51行，我们声明了一个临时变量prev来储存尾结点的前驱结点的地址，我们起初将它初始化为head，然后不断地移动它，直到它的后继结点是尾结点为止（标志是prev->next==l->tail）。当prev就位之后，我们就可以删除尾结点了，此时prev->next依然指向原来的位置，而事实上prev已经是尾结点了，所以我们需要把prev->next设置为NULL，然后把tail的值更新为prev。

我们说过，链表分为很多种，如果需要经常执行删除尾结点的操作，那么采用程序8-7-7中的这种单向链表是不合适的，因为寻找尾结点的前驱结点需要花费很多时间，使用双向链表是更好的选择。

最后再来看看在指定的位置删除，这个操作和在指定的位置插入很类似。

1. #include <stdio.h>
2. #include <string.h>
3. #include <stdlib.h>
4. /\*省略部分代码\*/
5. void deleteAt(linkList \*,int);
6. int main()
7. {
8. linkList \*l = createLinkList();
9. student s;
10. char name[SIZE][NAME] = { "张三","李四","王五" };
11. for (int i = 0; i < SIZE; i++)
12. {
13. s.ID = i + 1;
14. strcpy(s.name, name[i]);
15. pushBack(l, s);
16. }
17. deleteAt(l,2);
18. for (node \*t = l->head; t != NULL; t = t->next)
19. {
20. printf("学号：%d 姓名：%s\n", t->data.ID, t->data.name);
21. }
22. deleteLinkList(l);
23. getchar();
24. return 0;
25. }
26. /\*省略部分代码\*/
27. void deleteAt(linkList \*l,int index)
28. {
29. if ((l->head == NULL) || (index <= 0))
30. {
31. return;
32. }
33. if (index == 1)
34. {
35. node \*t = l->head->next;
36. free(l->head);
37. l->head = t;
38. if (t == NULL)
39. {
40. l->tail = NULL;
41. }
42. return;
43. }
44. node \*t = l->head,\*p;
45. for (int i = 0; i < index-2; i++)
46. {
47. t = t->next;
48. if (t ->next== l->tail)
49. {
50. break;
51. }
52. }
53. p = t->next;
54. if (p == l->tail)
55. {
56. free(p);
57. t->next = NULL;
58. l->tail = t;
59. }
60. else if(t==l->tail)
61. {
62. free(p);
63. l->head=NULL;
64. l->tail=NULL;
65. }
66. else
67. {
68. t->next = p->next;
69. free(p);
70. }
71. }

程序8-7-8

程序运行结果如下：

学号：1 姓名：张三

学号：3 姓名：王五

在指定位置删除结点是链表操作中最复杂的操作之一。deleteAt函数有两个参数，一个是目标链表，另一个就是删除的位置，我们规定删除x位置的结点表示删除第x个结点，当x大于结点数时，将x视为结点数来处理。

deleteAt函数中，我们首先判断链表是否为空，然后判断index的值是否合法，链表为空或index值不合法都将终止函数。然后我们判断index是否为1，如果是则按从表头删除结点来处理（参考程序8-7-6）。

接下来就是通过循环来寻找目标结点和目标结点的前驱结点，这里用p表示目标结点的前驱结点，用t表示目标结点，循环次数是index-2，我们同样可以用特殊值法来理解：删除第3个结点，t需要移动1次。在循环的时候，还需要判断t是否已经指向最后一个结点（我们认为index大于实际结点数也是合法的），如果是则需要立即终止循环。

之后，我们再设置p的值即可（将p设为t->next）。最后我们还需要进行判断，如果p指向最后一个结点，那么我们要按删除尾结点的方式来操作。要注意的是，我们还对t的值进行了判断，如果t指向首结点，并且p不指向尾结点，这说明链表中只有一个结点，并且index大于1，这时候我们清空链表即可。

如果这些条件都不满足，那么就按一般的方式来处理，即让待删除结点的后继结点成为待删除结点的前驱结点的后继结点，然后删除之。

关于单向链表的操作就介绍这些。事实上，这些操作总结起来也并不复杂，它们分为两类：插入操作和删除操作，而插入操作和删除操作的位置又分别有3种情况：在头部、在尾部、在指定位置，进行这些操作之前还要做对应的检查工作。

我们所引用到的各种例子都只是为了演示链表操作的基本原理。在实际应用中，我们用到的方法不一定非常适合，而通常都需要根据实际情况做对应的改进。程序8-7-8中，在任意位置删除结点的时候，我们用了一个循环来寻找目标结点，而每次循环都要执行一次if语句，这会消耗一定的时间。如果需要经常执行这样的操作，那么所有的if语句累积起来就会是一个相当大的数字。所以我们应该稍加修改，以节省更多的资源，最容易想到的方法就是在linkList结构体中增加一个int型成员用来记录结点的数目，这样我们就很清楚循环的次数是多少了，而不再是判断两个指针是否相等，有兴趣的读者可以自己实现这种改进。

总得说来，链表的类型有很多种，它们分别适用于各种不同的情况。我们曾介绍过，除了单向链表外还有双向链表和循环链表，双向链表和循环链表都有着比较广泛的应用，我们分别演示一下这两种链表的基本操作。

先来看看双向链表，双向链表的指针域中有两个指针，分别指向结点的前驱结点和后继结点。我们说，在单向链表中，通过一个结点可以找到它后面的所有结点，但不能找到它前面的结点，而双向链表则不同，已知一个结点可以找到链表中的所有结点。

1. #include <stdio.h>
2. #include <string.h>
3. #include <stdlib.h>
4. #define SIZE 3
5. #define NAME 8
6. typedef struct
7. {
8. char name[NAME];
9. int ID;
10. }student;
11. typedef struct node
12. {
13. student data;
14. struct node \*prev;
15. struct node \*next;
16. }node;
17. typedef struct
18. {
19. node \*head;
20. node \*tail;
21. }linkList;
22. linkList \*createLinkList();
23. void deleteLinkList(linkList \*);
24. void pushBack(linkList \*, student);
25. int main()
26. {
27. linkList \*l = createLinkList();
28. student s;
29. char name[SIZE][NAME] = { "张三","李四","王五" };
30. for (int i = 0; i < SIZE; i++)
31. {
32. s.ID = i + 1;
33. strcpy(s.name, name[i]);
34. pushBack(l, s);
35. }
36. for (node \*t = l->head; t != NULL; t = t->next)
37. {
38. printf("学号：%d 姓名：%s\n", t->data.ID, t->data.name);
39. }
40. deleteLinkList(l);
41. getchar();
42. return 0;
43. }
44. linkList \*createLinkList()
45. {
46. linkList \*l = malloc(sizeof(linkList));
47. l->head = NULL;
48. l->tail = NULL;
49. return l;
50. }
51. void deleteLinkList(linkList \*l)
52. {
53. node \*t, \*p;
54. for (t = l->head; t != NULL;)
55. {
56. p = t->next;
57. free(t);
58. t = p;
59. }
60. free(l);
61. }
62. void pushBack(linkList \*l, student data)
63. {
64. node \*t = malloc(sizeof(node));
65. t->data = data;
66. t->prev = NULL;
67. t->next = NULL;
68. if (l->head == NULL)
69. {
70. l->head = t;
71. l->tail = t;
72. }
73. else
74. {
75. l->tail->next = t;
76. t->prev = l->tail;
77. l->tail = t;
78. }
79. }

程序8-7-9

程序的运行结果如下：

学号：1 姓名：张三

学号：2 姓名：李四

学号：3 姓名：王五

这个程序看起来和程序8-7-3没有什么区别，这是因为它只涉及了双向链表的简单操作。不难看出，我们在定义struct node的时候，往里面增加了一个prev的指针，它的作用就是指向当前结点的前驱结点，多了这个指针会多很多麻烦。在单向链表中，如果要在链表尾部插入一个结点，那么我们只需让表尾结点的前驱结点的next指向它即可，不必对它进行什么操作，而双向链表中则不同，我们除了要让tail->next指向目标结点，还要让t->prev指向它的前驱结点，这才有了第75到77行的代码，只有这样做，才能保证链表中有两条“通路”。

对于双向链表来说，链表的各种操作中最简单的就是从表尾插入结点了，在任意位置插入和删除结点要复杂很多，因为需要同时设置3个结点，每个结点又有2个指针，这些指针都需要分别进行设置。但是不管怎样，双向链表和单向链表的各种操作的原理是一致的，系统地介绍双向链表会占用大量的篇幅，所以我们只介绍了双向链表的基本概念，有兴趣的读者可以自行研究或参考数据结构的相关书籍。事实上我们也曾说过，链表本身不属于C语言基础，它是数据结构所研究的内容，深入学习也有一定的难度，所以我们点到为止，不再加大学习负担。

接下来再看看循环链表，循环链表中，尾结点的next指针不再是NULL，而是指向head，也就是说，尾结点的后继结点是头结点。循环链表的好处是通过任何一个结点都能访问到链表中的所有结点，即使链表本身是单向链表。

1. #include <stdio.h>
2. #include <string.h>
3. #include <stdlib.h>
4. #include <conio.h>
5. #define SIZE 3
6. #define NAME 8
7. typedef struct
8. {
9. char name[NAME];
10. int ID;
11. }student;
12. typedef struct node
13. {
14. student data;
15. struct node \*next;
16. }node;
17. typedef struct
18. {
19. node \*head;
20. node \*tail;
21. }linkList;
22. linkList \*createLinkList();
23. void deleteLinkList(linkList \*);
24. void pushBack(linkList \*, student);
25. int main()
26. {
27. linkList \*l = createLinkList();
28. student s;
29. char name[SIZE][NAME] = { "张三","李四","王五" };
30. for (int i = 0; i < SIZE; i++)
31. {
32. s.ID = i + 1;
33. strcpy(s.name, name[i]);
34. pushBack(l, s);
35. }
36. for (node \*t = l->head; ; )
37. {
38. printf("学号：%d 姓名：%s\n", t->data.ID, t->data.name);
39. t = t->next;
40. if (t == l->head)
41. {
42. break;
43. }
44. }
45. deleteLinkList(l);
46. getchar();
47. return 0;
48. }
49. linkList \*createLinkList()
50. {
51. linkList \*l = malloc(sizeof(linkList));
52. l->head = NULL;
53. l->tail = NULL;
54. return l;
55. }
56. void deleteLinkList(linkList \*l)
57. {
58. node \*t, \*p;
59. l->tail->next = NULL;
60. for (t = l->head; t != NULL;)
61. {
62. p = t->next;
63. free(t);
64. t = p;
65. }
66. free(l);
67. }
68. void pushBack(linkList \*l, student data)
69. {
70. node \*t = malloc(sizeof(node));
71. t->data = data;
72. t->next = NULL;
73. if (l->head == NULL)
74. {
75. l->head = t;
76. l->tail = t;
77. t->next = l->head;
78. }
79. else
80. {
81. l->tail->next = t;
82. l->tail = t;
83. t->next = l->head;
84. }
85. }

程序8-7-10

程序的运行结果如下：

学号：1 姓名：张三

学号：2 姓名：李四

学号：3 姓名：王五

程序8-7-10比起程序8-7-9还要复杂一些，但这不代表循环链表本身比双向链表复杂。循环链表也分为单向循环链表和双向循环链表，我们介绍的是单向循环链表。程序8-7-10中，有几个需要注意的地方。

从尾部插入结点的时候，除了要将尾结点设置正确（即将tail设置正确），还需要设置尾结点的next，使其指向头结点，所以有了第73到84行。我们可以看出，当链表为空的时候，我们就将目标结点作为首结点加入链表，同时让目标结点的next指向它自身，这也算是循环；而如果链表中已经有了其它结点，那么我们就将目标结点当成尾结点加入链表，然后再让目标结点的next指向首结点。

在执行遍历操作的时候，也需要注意，循环结束条件不再是t!=NULL，而是t!=head，可是这样还有一个问题，那就是如果我们把t!=head设为循环继续的条件，那么循环根本就不会执行。所以我们只好把循环继续的条件放到了循环体中，需要注意的是，程序8-7-10中的第36到44行代码并不是通用的遍历代码，一般情况下，我们应该对链表是否为空加以判断，只是在这个地方我们能确定链表不为空，所以也就没有判断。

最后就是销毁链表的操作，最简单的做法就是把循环链表改造成一个单向链表（即让尾结点的next从指向head变成指向NULL），然后再把链表当成单向链表来处理。这是最合理最简洁的方式。

关于循环链表，我们也仅做简单介绍，深入讲解没有太多价值，因为实际应用中，链表总要和教材上有所出入，以此来达到增加效率的目的，读者同样可以参考数据结构的相关书籍来进一步学习循环链表。事实上，如果读者对单向链表的各种操作已经有了很深的理解，那么解决双向链表、循环链表甚至是双向循环链表都是不在话下的，毕竟它们有着相似的原理。所以，在学习的时候一定要注意区分，什么是精髓，什么是陪衬，如果将目标放在程序设计的思想上，那么就很容易举一反三；如果拘泥于某个程序或某段代码，就会发现C语言很难学习，这样不仅不利于以后学习其它编程语言，而且面对C语言的变化也会很吃力。

结构体和指针一样，也是C语言最重要的内容之一，结构体带来了一定的封装以及抽象的思想。对于计算机来讲，是否使用结构体没有什么区别，但是对于人类来讲，使不使用结构体的区别在于是否使用接近人类的思维模式来进行程序设计，可以说，程序设计的思想越接近人类，开发的速度越快，学习也就越简单，这也就是为什么面向对象是程序设计语言的主流。而C语言作为面向过程的语言，更多地用于底层开发而不是常用的应用层开发，同时，C语言也是最难精通的语言之一。

练习题

1. 编写一个course结构体来表示课程，该结构体有2个成员，分别是name、date，其中name表示该课程的名字，date则表示该课程是星期几的课，其中date的取值从Sunday到Saturday，是一个枚举类型，要求实例化course结构体，并接受用户输入的输入来为实例变量赋值。

2. 任何数据结构的基本操作都是：增、删、查、改，对于单向链表来说，我们已经介绍了相对复杂的增和删，查找相对简单很多。编写程序，实现链表的查找功能，程序自己建立一个链表，然后提示用户输入要查找的结点的数据域，最后通过一个函数来实现查找功能，查找成功则返回目标结点的指针，否则返回NULL，并输出提示信息提示用户是否查找成功。

3.有时候，我们需要对链表中的各个结点进行排序，排序的原理和数组基本类似。编写程序，实现链表的排序，程序任意建立一个链表，并以结点的某个成员为依据进行排序（如根据成绩来对student进行排序），排序方式不限，选择排序、冒泡排序、快速排序均可。